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Abstract

In this paper we propose a framework for the incorporation of formal methods in the design flow of DSP
(Digital Signal Processing) systems in a rigorous way. In the proposed approach we model and verify
DSP descriptions at different abstraction levels using higher-order logic based on the HOL (Higher Order
Logic) theorem prover. This framework enables the formal verification of DSP designs which in the
past could only be done partially using conventional simulation techniques. To this end, we provide a
shallow embedding of DSP descriptions in HOL at the floating-point, fixed-point, RTL (Register Transfer
Level), and netlist gate levels. We make use of existing formalization of floating-point theory in HOL
and introduce a parallel one for fixed-point arithmetic. The high ability of abstraction in HOL allows
a seamless hierarchical verification encompassing the whole DSP design path, starting from top level
floating- and fixed-point algorithmic descriptions down to RTL, and gate level implementations. We
illustrate the new verification framework using different case studies such as digital filters and FFT (Fast
Fourier Transform) algorithms.

1 Introduction

Digital system design is characterized by ever increasing system complexity that has to be implemented
within reduced time, resulting in minimum costs and short time-to-market. These characteristics call for a
seamless design flow that allows to perform the design steps on the highest suitable level of abstraction. For
most digital signal processing systems, the design has to result in a fixed-point implementation. This is due
to the fact that these systems are sensitive to power consumption, chip size and price per device. Fixed point
realizations outperform floating-point realizations by far with regard to these criteria. Figure 1 illustrates a
general DSP design flow as used nowadays in leading industry design projects.
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Figure 1: DSP design flow

The design of digital signal processing systems starts from an ideal real number specification. In theoreti-
cal analysis of digital systems, we generally assume that signal values and system coefficients are represented



in the real number system and expressed to infinite precision. This allows to ignore the effects of finite
wordlengths and fixed exponents and to abstract from all implementation details. When implemented in
special-purpose digital hardware or as a computer algorithm, we must represent signals and coefficients in
some digital number system that must always be of finite precision. In this case, attention must be paid to the
effects of using finite register lengths to represent all relevant design parameters [26]. Despite the advantages
offered by digital networks, there is an inherent accuracy problem associated with digital signal processing
systems, since the signals are represented by a finite number of bits and the arithmetic operations must be
carried out with an accuracy limited by the finite word length of the number representation. Depending on
the type of arithmetic used in the system algorithm, the type of quantization used to reduce the word length
to a desired size, and the exact system structure used, one can generally estimate how system performance is
affected by these finite precision effects. There are several types of arithmetics used in the implementation of
digital systems. Among the most common are floating-point and fixed-point. At the floating- and fixed-point
levels, all operands are represented by a special format or assigned a fixed word length and a fixed exponent,
while the control structure and the operations of the ideal program remain unchanged. The transformation
from real (numbers) to floating- and fixed-point is quite tedious and error-prone. On the implementation
side, the fixed-point model of the algorithm has to be transformed/synthesized into the best suited target
description, either using a hardware description language (HDL) or a programming language. Meeting the
above (sometimes conflicting) requirements is a great challenge in any DSP design project.

The above design process can be aided by a number of specialized CAD tools such as SPW (Cadence) [7],
CoCentric (Synopsys) [8], Matlab-Simulink (Mathworks) [24], and FRIDGE (Aachen UT) [22]. The confor-
mance of the fixed-point implementation with respect to the descriptions in floating-point or real algorithm
on one hand, and the RT (Register Transfer) and gate levels on the other hand is verified by simulation
techniques. Simulation, however, is known to provide partial verification as it cannot cover all design errors,
especially for large systems. On the other hand, adopting formal verification in system design generally
means using methods of mathematical proof rather than simulation to ensure the quality of the design, to
improve the robustness of a design and to speed up the development.

In this paper we propose a methodology for applying formal methods to the design flow of DSP systems
in a rigorous way. The corresponding commutating diagram is shown in Figure 2.
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Figure 2: Proposed DSP specification and verification approach

Thereafter, we model the ideal real specification of the DSP algorithms and the corresponding floating-
point (FP) and fixed-point (FXP) representations as well as the RT and gate level implementations as
predicates in higher-order logic. The overall methodology for the formal specification and verification of
DSP algorithms will be based on the idea of shallow embedding of languages [6] using the HOL theorem
proving environment[13]. In the proposed approach, we first focus on the transition from real to floating-
and fixed-point levels. For this, we make use of existing theories in HOL on the construction of real [14] and
complex [17] numbers, the formalization of IEEE-754 standard [18] based floating-point arithmetic [15, 16],
and the formalization of fixed-point arithmetic [4]. We use valuation functions to find the real values of the
floating- and fixed-point DSP outputs and define the error as the difference between these values and the



corresponding output of the ideal real specification. Then we establish fundamental lemmas on the error
analysis of floating- and fixed-point roundings and arithmetic operations against their abstract mathemat-
ical counterparts. Finally, based on these lemmas, we derive expressions for the accumulation of roundoff
error in floating- and fixed-point DSP algorithms using recursive definitions and initial conditions. While
theoretical work on computing the errors due to finite precision effects in the realization of DSP algorithms
with floating- and fixed-point arithmetics has been extensively studied since the late sixties [21], this paper
contains the first formalization and proof of this analysis using a mechanical theorem prover, here HOL. The
formal results are found to be in good agreement with the theoretical ones.

After handling the transition from real to floating- and fixed-point levels, we turn to the HDL representa-
tion. At this point, we use well known techniques to model the DSP design at the RTL level within the HOL
environment. The last step is to verify this level using a classical hierarchical proof approach in HOL [25].
In this way, we hierarchically prove that the DSP RTL implementation implies the high level fixed-point
algorithmic specification, which has already been related to the floating-point description and the ideal real
specification through the error analysis. The verification can be extended, following similar manner, down
to gate level netlist either in HOL or using other commercial verification tools as depicted in Figure 2.

The rest of the paper is organized as follows: Section 2 describes the fixed-point arithmetic and the details
of its formalization in higher-order-logic. Section 3 describes the error analysis of digital filters using HOL
theorem proving. Section 4 presents the verification of FFT algorithms in HOL from real specification to
gate level implementation. Finally, Section 5 concludes the paper and outlines the future research directions.

2 Formalization of Fixed-Point Arithmetic in HOL

In this section, the objective is to formalize the fixed-point arithmetic in higher-order logic as a basis for
checking the correctness of the implementation of DSP designs against higher level algorithmic descriptions
in floating-point and fixed-point representations.

2.1 Fixed-Point Numbers

We first describe the fixed-point arithmetic definitions on which we base our formalization. Unlike floating-
point arithmetic which is standardized in IEEE-754 [18] and IEEE-854 [19], current fixed-point arithmetic
does not follow any particular standard and depends on the tool and the language used to design the
DSP chip. While we tried to keep these definitions as general as possible, the fixed-point numbers format,
arithmetic operations, overflow and quantization modes, and exception handling adopted are to some extent
influenced by the fixed-point arithmetic defined by Cadence SPW [7] and Synopsys SystemC [27].

A fixed-point number has a fixed number of binary digits and a fixed position for the decimal point with
respect to that sequence of digits. Fixed-point numbers can be either unsigned (always positive) or signed
(in two’s complement representation). Fixed-point numbers are expressed as a pair consisting of a binary
string and a set of attributes. The attributes specify how the binary string is interpreted. Generally, the
attributes consists of three parameters to represent the total word length, the integer word length, and the
sign format. Operations performed on fixed-point data types are done using arbitrary and full precision.
After the operation is complete, the resulting operand is cast to fit the fixed-point data type object. The
casting operation applies the quantization behavior of the target object to the new value and assigns the new
value to the target object. Then, the appropriate overflow behavior is applied to the result of the process
which gives the final value. In addition to the parameters corresponding to the input operands and output
result, the arithmetic operations take specific parameters defining the overflow and quantization modes.
These parameters are the Quantization mode, Overflow mode, and Number of saturated bits. Quantization
effects are used to determine what happens to the LSBs of a fixed-point type when more bits of precision
are required than are available. The quantization modes are: Quantization to Plus Infinity, Quantization
to Zero, Quantization to Minus Infinity, Quantization to Infinity, Convergent Quantization, Truncation, and
Truncation to Zero. In addition to quantization modes, we can use overflow modes to approximate a higher
range for fixed-point operations. Usually, overflow occurs when the result of an operation is too large or
too small for the available bit range. Specific overflow modes can then be implemented to reduce the loss
of data. Overflow modes are: Saturation, Saturation to Zero, Symmetrical Saturation, Wrap-Around, and
Sign Magnitude Wrap-Around.



2.2 Fixed-point Formalization in HOL

In this section, we present formalization of the fixed-point arithmetic in higher-order logic, based on the
general purpose HOL theorem prover. HOL’s basic types include the natural numbers and booleans. It also
includes other specific extensions like John Harrison’s reals library [14] which proved to be essential for our
fixed-point arithmetic formalization.

Fixed point numbers are modeled in HOL as a pair of elements composed of a bit string and a set of
attributes. The bit string is represented by a boolean word and the set of attributes is itself a combination
of six elements representing the word length, integer word length, sign type, rounding mode, overflow mode,
and the number of saturation bits. The fixed-point numbers are then partitioned using special predicates
into signed and un-signed numbers. The validity of a fixed-point number and a set of attributes is defined
using special predicates. Then we defined the actual HOL type for the fixed-point numbers. The valuation
function is then defined to specify a real value to fixed-point numbers using separate formulas for signed
and unsigned numbers. The constants for the smallest and largest fixed-point numbers for a given format
together with their corresponding real values are also defined using specific functions. Then, we defined
enumerated data types for seven rounding modes and five overflow modes in fixed-point arithmetic. The
rounding function is then defined case by case on the rounding and overflow modes. Then, we defined the
operations on fixed-point numbers which are performed using the arbitrary precision in real domain and
then the result is casted to the output format.

2.3 Verification of Fixed-Point Operations

According to the discussion in the previous section, each fixed-point number has a corresponding real number
value. The correctness of a fixed-point operation can be specified by comparing its output with the true
mathematical result, using the valuation function wvalue that converts a fixed-point to an infinitely precise
number. For example, the correctness of a fixed-point adder frpAdd is specified by comparing it with its
ideal counterpart 4+. That is, for each pair of fixed-point numbers (a,b), we compare value (a)+ value (b)
and value (frpAdd (a,b)). In other words, we check if the diagram in Figure 3 commutes.

value (a) , value (b) ;» value (a) + value (b)
=?
value (fxpAdd (a,b))

value
value

a,b fxpAdd (a,b
fxpAdd P @b)

Figure 3: Correctness criteria for fixed-point addition

Therefore, the correctness of fixed-point operations can be specified by comparing the operation’s output
with the true mathematical result. Since the operations are defined as if they first performed using infinite
precision and then the result is rounded to fit in the destination format, the verification of operations is
closely related to bounding the error in rounding function. The steps in analysis of fixed-point rounding
error in HOL are as follows:

e Lemmas for Analyzing the Fixed-Point Rounding Operation: We first proved lemmas con-
cerning with the approximation of a real number with a fixed-point number. We proved that in a finite
nonempty set of fixed-point numbers we can find the best approximation to a real number based on
a given valuation function. Then, we proved that the chosen best approximation to a real number
satisfying a property p from a finite and non empty set of fixed-point numbers is unique and is itself
a member of the set. Finally, we proved that the chosen best approximation to a real number satisfy-
ing a property p from the set of all valid fixed-point numbers with a given attributes is itself a valid
fixed-point number.

¢ Rounding Error in Fixed-Point Arithmetic Operations: Then, we defined the error resulting
from rounding a real number to a fixed-point value. Then, we established the first main theorems on



the correctness of fixed-point arithmetic operations. According to these theorems, if the input fixed-
point operands and the output attributes are valid then the result of fixed-point operations is valid.
Also the result of the operations is related to the real result considering the error.

e General Fixed-Point Error Bound Theorem: In the next step, we established the second main
theorem on fixed-point rounding error analysis which concerns bounding the error. According to this
theorem, the error in rounding a real number which is in the range representable by a given set of
attributes X is less than the quantity 1/2f”“b“s(X), where fracbits is the number of bits that are to
the right of the binary point in the given fixed-point format X. To explain the theorem, we consider the
distribution of fixed-point number on the real axis as shown by Figure 4. Thereafter, the representable
range of fixed-point numbers is divided into 2V equispaced quantization steps with the distance between
two successive steps equal to 1/2°. Suppose that z € R is approximated by a fixed-point number a.
The position of these values are labeled in the figure. The error |  — a | is hence less than the length
of one interval, or 1/2°, as mentioned in the second theorem. The details can be found in [4].
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Figure 4: Fixed-Point Values on the Real Axis

3 Error Analysis of Digital Filters

Digital filters are a particularly important class of DSP (Digital Signal Processing) systems. A digital filter
is a discrete time system that transforms a sequence of input numbers into another sequence of output,
by means of a computational algorithm [20]. Digital filters are used in a wide variety of signal processing
applications, such as spectrum analysis, digital image and speech processing, and pattern recognition. Due to
their well-known advantages, digital filters are often replacing classical analog filters. The three distinct and
most outstanding advantages of the digital filters are their flexibility, reliability, and modularity. Excellent
methods have been developed to design these filters with desired characteristics. The design of a filter is
the process of determination of a transfer function from a set of specifications given either in the frequency
domain, or in the time domain, or for some applications, in both. When a digital filter is realized with
floating-point or fixed-point arithmetics, errors and constraints due to finite word length are unavoidable.
In this section, as the first case study for our verification methodology, we show how these errors can be
mechanically analyzed using the HOL theorem prover. We first model the ideal real filter specification and
the corresponding floating-point and fixed-point implementations as predicates in higher-order logic. We
use valuation functions to find the real values of the floating-point and fixed-point filter outputs and define
the error as the difference between these values and the corresponding output of the ideal real specification.
Fundamental analysis lemmas have been established to derive expressions for the accumulation of roundoff
error in parametric Lth-order digital filters, for each of the three basic forms of realization: direct, parallel,
and cascade. The HOL formalization and proofs are found to be in a good agreement with existing theoretical
paper-and-pencil counterparts.

3.1 Error Analysis Models

In this section we introduce the fundamental error analysis theorems [28, 11], and the corresponding lemmas
in HOL for the floating-point [15, 16] and fixed-point arithmetics [4]. These theorems are then used in the
next sections as a model for the analysis of the roundoff error in digital filters.

In analyzing the effect of floating-point roundoff, the effect of rounding will be represented multiplicatively.
Letting * denote any of the arithmetic operations +, -, x , /, it is known [11, 28] that, if p represents the



precision of the floating-point format, then
fl(x xy) = (¢ x y)(1 + §), where [0] < 27P. (1)

The notation fI (.) is used to denote that the operation is performed using floating-point arithmetic.
The theorem relates the floating-point arithmetic operations such as addition, subtraction, multiplication,
and division to their abstract mathematical counterparts according to the corresponding errors.

While the rounding error for floating-point arithmetic enters into the system multiplicatively, it is an
additive component for fixed-point arithmetic. In this case the fundamental error analysis theorem for
fixed-point arithmetic operations against their abstract mathematical counterparts can be stated as

frp (z * y) = (z * y) + €, where |¢|] < 2 fracbits (X), (2)

The notation fxp (.) is used to denote that the operation is performed using fixed-point arithmetic. We
have proved equations (1) and (2) as theorems in higher-order logic within HOL. The theorems are proved
under the assumption that there is no overflow or underflow in the operation result. This means that the
input values are scaled so that the real value of the result is located in the ranges defined by the maximum
and minimum representable values of the given floating-point and fixed-point formats.

3.2 Error Analysis of Digital Filters in HOL

In this section, the principal results for the roundoff accumulation in digital filters using the mechanized
theorem proving are derived and summarized. We shall employ the models for the floating-point and fixed-
point roundoff errors in HOL presented in the previous section.

The class of digital filters considered in this paper is that of linear constant coefficient filters specified by
the difference equation:

M L
W, = Zbi Ty — Zai Wn g (3)
i—0 i1

where {z,} is the input sequence and {wy} is the output sequence. L is the order of the filter, and M can be
any positive number less than L. There are three basic forms of realizing a digital filter, namely the direct,
parallel, and cascade forms. If the output sequence is calculated by using the equation (3), the digital filter is
said to be realized in the direct form. In parallel form, the entire filter is visualized as the parallel connection
of the simpler filters of a lower order. In cascade form, the filter is visualized as a cascade of lower filters.

There are three common sources of errors associated with the filter of the equation (3), namely [23]:
input quantization, coefficient inaccuracy, and round-off accumulation. Therefore, for the digital filter of the
equation (3) the actual computed output reference is in general different from {w, }. We denote the actual
floating-point and fixed-point outputs by {y,} and {v,}, respectively. Then, we define the corresponding
errors at the nth output sample as ey, e/, and e!’, where e, and e/, are defined as the errors between the
actual floating-point and fixed-point implementations and the ideal real specification, respectively. e!! is the
error in the transition from the floating-point to fixed-point levels.

The corresponding flowgraph showing the effect of roundoff error using the fundamental error analysis
theorems according to the equations (1) and (2), is given by Figure 5, which also indicates the order of
the calculation. The quantities d, €5, k, (o i, Mok, and &, in Figure 5 are errors caused by the floating-point
roundoff at each arithmetic step. The corresponding error quantities for the fixed-point roundoff (shown in
parentheses) are d;, ., €, 1, (), 1> My, x> and &

For the error analysis, we need to calculate the y,, and v, sequences, and compare them with the ideal
output sequence w, specified by the equation (3) to obtain the corresponding errors e,,, e/, , and e!'. Therefore,
we derived the difference equations for the errors between the different levels showing the accumulation of
the roundoff error in HOL. Similar analysis is performed for the parallel and cascade forms of realization
based on the corresponding error flowgraphs. The details can be found in [3].

4 Verification of FFT algorithm

The fast Fourier transform (FFT) [5, 9] is an algorithm to compute the discrete Fourier transform with a
substantial time saving over conventional methods. FFT algorithms are based on the fundamental principle
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Figure 5: Error flowgraph for Lth-order filter (Direct form)

of decomposing the computation of the discrete Fourier transform of a sequence of length N into successively
smaller discrete Fourier transforms. The manner in which this principle is implemented leads to a variety of
different, algorithms, all with comparable improvements in computational speed. Two basic classes of FFT
algorithms are the decimation-in-time (DIT) [10] and decimation-in-frequency (DIF) [12]. As the second case
study in this project, we considered the formal verification of FFT algorithms. We used our methodology
to derive expressions for the accumulation of roundoff error in floating- and fixed-point FFT algorithms
by recursive definitions and initial conditions, considering the effects of input quantization and inaccuracy
in the coefficients. Based on the extensively studied theoretical work on computing the errors due to finite
precision effects in the realization of FFT algorithms with floating- and fixed-point arithmetics, we performed
a similar analysis using the HOL theorem proving environment. The formal results are found to be in good
agreement with the theoretical ones.

4.1 Error Analysis of FFT Algorithms in HOL

In this section, the principal results for roundoff accumulation in FFT algorithms using HOL theorem
proving are derived and summarized. For the most part, the following discussion is phrased in terms of the
decimation-in-frequency form of radix-2 algorithm. The results, however, are applicable with only minor
modification to the decimation-in-time form. Furthermore, most of the ideas employed in the error analysis
of the radix-2 algorithms can be utilized in the analysis of other algorithms.

Let {Ak(p)}évgol denote the N complex numbers calculated at the kth step. Then the decimation in
frequency (DIF) FFT algorithm can be expressed as [21]

A(p) + Ar(p+2m~17F)
[Ar(p — 2m717F) — Ay (p)] wi(p)

where wy(p) is a power of the principle roots of unity, and N = 2™, where m is an integer value. Equation
(4) is carried out for k = 0,1,2,...,m —1, with A¢(p) = z(p), where {z(n) nN;01 is the set of input sequence.
It can be shown [12] that at the last step {zélm(p)}ﬁf:_o1 are the discrete Fourier coefficients in rearranged
order.

There are three common sources of errors associated with the FFT algorithms, namely: input quanti-
zation, coefficient inaccuracy, and round-off accumulation. Therefore, the actual array computed by using
equation (4) is in general different from {Ax(p) i)vz})l. We denote the actual floating- and fixed-point com-
puted arrays by {A}(p) ﬁ)v:_ol and {A}(p) ;)V:_Ol, respectively. Then, we define the corresponding errors of the
pth element at step k as eg(p), e}, (p), and e} (p), where e;(p) and e} (p) are defined as the error between the
actual floating- and fixed-point implementations and the ideal real specification, respectively. e} (p) is the
error in transition from floating- to fixed-point levels.

In equation (4) the {Ax(p)} are complex numbers, so their real and imaginary parts are calculated sepa-
rately. We define the real and imaginary of Ag(p) and wy(p) as Bi(p), Cx(p) and U (p), Vi (p), respectively.
Similarly, we express the real and imaginary parts of A} (p), B'(p) and C}(p), and A} (p), By (p) and C}/(p),

if kaO
if pkzl

Apy1(p) = { (4)
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Figure 6: Error flowgraph for decimation-in-frequency FFT

using the floating- and fixed-point operations, respectively. The corresponding error flowgraph showing the
effect of roundoff error using the fundamental floating- and fixed-point error analysis theorems according to
the equations (1) and (2), respectively, is given in Figure 6, which also indicates the order of the calculation.

The quantities v, v, §', 6", €, €', ', ¢",n', 0", N, and A" in Figure 6 are errors caused by floating-point
roundoff at each arithmetic step. The corresponding error quantities for fixed-point roundoff are v, 4", 4,
6111, 6, 6”’, C’ CIII, n’ ,',’III’ A, and AIII‘

Therefore, we derived in HOL, expressions for the accumulation of roundoff error for FFT algorithm by
recursive equations and initial conditions. The details can be found in [2].

4.2 FFT Design Implementation Verification

In this section, we describe the application of the proposed approach for the verification in HOL of the
transition from real, floating- and fixed-point specifications to RTL implementation of an FFT algorithm.
We have chosen the case study of a radix-4 pipelined 64-point complex FFT core available as VHDL RTL
model in the Xilinx Coregen library [29]. All proofs have been conducted in HOL, hence establishing
a correctness of the FFT design implementation with respect to its high level algorithmic specifications.
Figure 7 shows the overall block diagram of the Radix-4 64-point pipelined FFT design.

i STAGE 1 i STAGE 2 i STAGE 3

Input —{ Radix_4 Radix_4 Radix_4
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Figure 7: Radix-4 64-point pipelined FFT implementation
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The basic elements are memories, delays, multiplexers, and dragonflies. In general, the 64-point pipelined
FFT requires the calculation of three radix-4 dragonfly ranks. Each radix-4 dragonfly is a successive combi-
nation of a radix-4 butterfly with four twiddle factor multipliers. The FFT core accepts naturally ordered
data on the input buses in a continuous stream, performs a complex FFT, and streams out the DFT samples
on the output buses in a natural order. These buses are respectively the real and imaginary components of



the input and output sequences. An internal input data memory controller orders the data into blocks to
be presented to the FFT processor. The twiddle factors are stored in coefficient memories. The real and
imaginary components of complex input and output samples and the phase factors are represented as 16-bit
2’s complement numbers. The unscrambling operation is performed using the output bit-reversing buffer.

In HOL, we first modeled the RTL description of a radix-4 butterfly as a predicate in higher-order logic.
The block takes a vector of four complex input data and performs the operations, to generate a vector of
four complex output signals. The real and imaginary parts of the input and output signals are represented
as 16-bit Boolean words. We defined separate functions in HOL for arithmetic operations such as addition,
subtraction, and multiplication on complex two’s complement 16-bit Boolean words. Then, we built the
complete butterfly structure using a proper combination of these primitive operations.

Thereafter, we described a radix-4 dragonfly block as a conjunction of a radix-4 butterfly and four 16-bit
twiddle factor complex multipliers. Finally, we modeled the complete RTL description of the radix-4 64-point
structure in HOL. The FFT block is defined as a conjunction of 48 instantiations of radix-4 dragonfly blocks.
Proper time instances of the input and output signals are applied to each block.

Following similar steps, we described the radix-4 64-point FFT structures as fixed-point, floating-point,
and real domains in HOL using the corresponding complex data types and arithmetic operations.

The formal verification of the radix-4 decimation in frequency FFT algorithm case study was performed
based on the commutating diagram in Figure 2, in that we proved hierarchically that the FFT Netlist im-
plies the FFT RTL; and then proved that the FFT RTL description implies the corresponding fixed-point
model. The proof of the FFT block is then broken down into the corresponding proof of the dragonfly block,
which itself is broken down into the proofs of butterfly and primitive arithmetic operations. We used the
data abstraction functions to convert a complex vector of 16-bit two’s complement Boolean words into the
corresponding fixed-point vector.

Then, we proved three theorems encompassing the error analysis of the radix-4 decimation in frequency
FFT algorithm. The first lemma represents the error between the real number specification and the floating-
point specification. The second lemma represents the error between the real number and the fixed-point
specifications. The third lemma represents the error between floating-point and fixed-point specifications.
According to these lemmas, the floating-point and fixed-point implementations and the real specification of
a radix-4 decimation in frequency FFT algorithm are related to each other based on the corresponding data
abstraction, and error analysis functions.

Finally, using the obtained theorems, we easily deduced our ultimate theorem proving the correctness
of the real specification from the RTL implementation, taking into account the error analysis computed
beforehand. A complete list of the derived HOL definitions and theorems can be found in [1].

5 Conclusions

In this paper, we described a methodology for the formal specification and verification of DSP systems
designs at different abstraction levels. We proposed a shallow embedding of DSP descriptions at different
levels in HOL. For the verification of the transition from floating- to fixed-point levels, we proposed an
error analysis approach in which we consider the effects of finite precision in the implementation of DSP
systems. These include errors due to the quantization of input samples and system coefficients, and also
roundoff accumulation in arithmetic operations. The verification from fixed-point to RTL and netlist levels is
performed using traditional hierarchical verification in HOL. In this paper we demonstrated our methodology
using the case studies of digital filters and the fast Fourier transform algorithms. The approach covers three
basic forms (direct, parallel, and cascade) of realization of the digital filters, and the two canonical forms
(decimation-in-time, and decimation-in-frequency) of realization of the FFT algorithm using real, floating-,
and fixed-point arithmetic as well as their RT implementations, each entirely specified in HOL. We proved
lemmas to derive expressions for the accumulation of roundoff error in floating- and fixed-point designs
compared to the ideal real specification. Then we proved that the FFT RTL implementation implies the
corresponding specification at the fixed-point level using classical hierarchical verification in HOL, hence
bridging the gap between hardware implementation and high levels of mathematical specification. In this
work we also have contributed to the upgrade and application of established real, complex real, floating- and
fixed-point theories in HOL to the analysis of errors due to finite precision effects, and applied them on the
realization of the FFT algorithms. Error analyses using theoretical paper-and-pencil proofs did exist since
the late sixties while design verification is exclusively done by simulation techniques. We believe this is the



first time a complete formal framework has been proposed for the specification and verification of the DSP
algorithms at different levels of abstraction. The methodology presented in this paper opens new avenues
in using formal methods for the verification of digital signal processing (DSP) systems as complement to
traditional theoretical (analytical) and simulation techniques. We are currently investigating the verification
of complex wired and wireless communication systems, whose building blocks, heavily make use of several
instances of the FFT algorithms. As a future work, we also plan to extend the error analyses to cover
worst-case, average, and variance errors. Finally, we plan to link HOL with computer algebra systems to
create a sound, reliable, and powerful system for the verification of DSP systems.
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