https://doi.org/10.1007/500165-019-00480-5
BCS © 2019 Formal Aspects

Formal Aspects of Computing (2019) 31: 321-351 of Computing

®

Check for
updates

A modeling and verification framework for
optical quantum circuits

Sidi Mohamed Beillahi'®, Mohamed Yousri Mahmoud?, and Sofiéne Tahar!

IDepartment of Electrical and Computer Engineering, Concordia University, Montreal, QC, Canada.
2Department of Electrical Engineering and Computer Science, University of Ottawa, Ottawa, ON, Canada.
e-mail: beillahi@ece.concordia.ca, myousri@uottawa.ca, tahar@ece.concordia.ca.

Abstract. Quantum computing systems promise to increase the capabilities for solving problems which classical
computers cannot handle adequately, such as integers factorization. In this paper, we present a formal modeling
and verification approach for optical quantum circuits, where we build a rich library of optical quantum gates
and develop a proof strategy in higher-order logic to reason about optical quantum circuits automatically. The
constructed library contains a variety of quantum gates ranging from 1-qubit to 3-qubit gates that are sufficient
to model most existing quantum circuits. As real world applications, we present the formal analysis of several
quantum circuits including quantum full adders and the Grover’s oracle circuits, for which we have proved the
behavioral correctness and calculated the operational success rate, which has never been provided in the literature.
We show through several case studies the efficiency of the proposed framework in terms of the scalability and
modularity.

Keywords: Formal methods; Interactive theorem proving; High-order logic; Quantum computing; Quantum
optics.

1. Introduction

Quantum computers are expected to be employed in high computing domains and for secure communications
(e.g., monetary transactions on the Internet) [BMK10]. In [KLMO01], the authors have shown that it is possible to
create a “universal” quantum computer using only single photon sources, detectors, and linear optical elements
(e.g., beam splitter and phase shifter). However, there are still many practical challenges that impede the realization
of an efficient optical quantum computer such as: initialization of quantum bits (i.e., two-level quantum systems),
measurements, decoherence (i.e., unwanted interaction between a quantum system and its environment), etc.
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Quantum systems, like any other engineering systems, need Computer Aided Design (CAD) tools to facilitate
their design and deployment in real life applications. These CAD tools help in the realization of new designs
and the evaluation of their efficiency and security. However, due to the inherent complexity of quantum circuits,
which rely on mathematical models of quantum physics principles, numerical simulations based CAD tools are
not sufficient: the computation space increases exponentially with the size of the quantum circuit. There exist
several methods and tools for numerical simulation and modeling of quantum circuits, where quantum gates are
described as matrices and applied to quantum states using matrix-vector multiplication, e.g., [BL04, VRM*03],
where the simulations were performed at the gate level without modeling the physical elements of these gates
which leads to a loss of accuracy. On the other hand, quantum circuits synthesis has been an active area of
design automation research (e.g., [GFM10, SWM12]), where several methods were proposed for the synthesis
of quantum circuits built using elementary gates at the behavioral level.! However, the physical design of the
elementary gates was not tackled. This limits the underlying work to find the optimized circuit. For example,
in [GFM10, SWM 12], the Toffoli gate circuit was synthesized into five 2-qubit gates. However, it is possible to
implement the Toffoli gate in quantum optics using only three 2-qubit gates as shown in [RRGO7], by utilizing
the photons polarization for the qubits.’

Higher-order logic (HOL) theorem proving [Har09] offers a rich mathematical foundation to fulfill the main
requirements for modeling quantum systems. Because quantum theory is mainly based on infinite linear spaces,
we believe that HOL can assist in the analysis of quantum circuits. In this paper, we propose to use the HOL
Light interactive theorem prover [Har96] to handle the modeling and automated verification of quantum circuits.
This is due to its rich support for multivariate calculus and Hilbert spaces theories [MAT13] which are essential
to reason about quantum circuits.

In this framework, we are building a rich quantum gates library and developing a proof strategy to automate
the analysis of quantum circuits constructed from the underlying library. In particular, we are considering the
quantum optics implementation of quantum gates, rather than considering general high level behavioral gates
description which is already covered in the existing work in the literature, e.g., [VRM*03, WS14, NWM™16].
Furthermore, we tackle the explicit mathematical modeling of tensor product and projection. We first formalize
several gates including the Flip,> SWAP, Toffoli sign, Toffoli and Fredkin gates. These gates are widely used
in building quantum circuits. Afterwards, we develop a proof strategy to automatically perform the analysis
of any quantum circuits constructed using the gates library. Furthermore, we show that the developed frame-
work is indeed modular and provides a scalable platform for efficient quantum circuits verification. Finally, we
demonstrate the effectiveness of the proposed framework by showing several quantum circuits including Shor’s
algorithm, full adders, decoder, Grover’s oracle, etc.

Related Work. There are several work in the literature for developing CAD tools for the analysis of quantum
circuits. However, the usage of HOL based tools for the analysis of physical quantum circuits did not yet get much
attention. In [MAT14, MPT15], the authors used the Hilbert-spaces library of HOL Light to formalize the flip
(NOT) and controlled-not (CNOT) gates. In [BMT16a], the Hadamard, non-linear sign (NS), and controlled-
phase (CZ) gates were formalized in HOL Light using the tensor product projection. However, the underlying
gates are simple and cannot form a universal library. Another related work is [FGP13], where a quantum process
calculus is used to model linear optical quantum systems, which was applied to model the CNOT gate. The
main limitation of this work is that the beam splitters parameters are considered as real numbers. However, in the
general context of quantum optics they can be complex numbers as in the case of quantum interferometer [MW95].
More recently, two theorem provers were employed for quantum programs [LLW™*16] and protocols [BKN15]
verification. In [LLW™16], the authors modeled and verified manually quantum programs using Isabelle/HOL
and quantum Hoare logic [Yin11] by providing the invariants during the proof process. In [BKN15], the authors
modeled and verified some quantum gates and a simple quantum protocol using Coq and the matrix theory. Both
work cannot be used for the modeling and verification of an arbitrary quantum circuit. In [RPZ17a, RPZ17b],
Coq is used to define a programming language denoted QWIRE to model quantum circuits and verify properties
of these circuits using matrix calculus. The approach provides a Coq’s library for matrix transformation and
proof of soundness and safety of the semantics of QWIRE. The QWIRE language is built upon the (Quantum

! In the paper, we differentiate between the physical level, where we take to account the physical implementations (e.g, optics, ion-trap,
solid-state,. .. ) and the behavioral level, where the physical implementations are abstracted.

2 Using our approach we are able to model and verify the optimized implementation of Toffoli given in [RRGO07].

3 The underlying technology of the flip gate is different than the one implemented in [MAT14] which is not compatible with the present
modeling approach.
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Random Access Memory) QRAM model [Kni96] with more formal structure, better operational semantics and
type system. The QRAM approach assumes quantum bit and operation are perfect and does not consider a
certain technology of implementation, whereas our approach is working at the physical implementation level.
Hence, it is not possible to extract and compare the success probabilities of quantum circuits that are created
using different optical elements.

In other less related work, several approaches addressing quantum circuits synthesis have been proposed
at the behavioral level (e.g., [HSY'04, HSY*06, SBMO06]). For example, in [HSY*04], the authors used model
checking to synthesis quantum circuits based on a fixed set of 1-qubit and 2-qubits gates. Likewise, in [SBMO06],
the authors employed the Shannon expansion to decompose quantum functions in terms of CNOT gates. On the
other hand, in [GWD*09] the authors used Boolean satisfiability (SAT) and SAT modulo theory (SMT) for the
synthesis of Toffoli networks at the behavioral level. Even though these works provide suitable environments for
quantum synthesis at the behavioral level, the verification part was not tackled. More recently, a new approach
using matrices manipulations was presented in [NWM*16]. The authors developed an approach to model and
synthesize quantum circuits using a new form of decision diagrams.

It is important to note that most of the existing quantum circuits behavioral models in the literature are not
physically feasible due to the adjacency principle constraint between qubits [BBC*95]. This is because most of
the existing works tackle quantum circuits at the behavioral level and do not consider a particular technology
for implementing these circuits. The adjacency principle states that in order to apply a gate to a set of qubits,
those qubits need to be adjacent (i.e., neighborhood to each other) [BBC*95]. Therefore, in order to make qubits
adjacent to each other, we add SWAP gates to the circuit to switch qubits between each other. This shows the
merit of considering low level modeling, as it helps us to know how far we are from implementing real world
quantum computers. This makes our approach an important step in the modeling and designing process of
quantum circuits that completes the mission of the existing techniques and helps to have more insights about real
implementations and their constraints.

To the best of our knowledge, this is the first time a systematic formal low level modeling and automated
verification of optical quantum circuits is tackled using mechanized interactive theorem prover. The source code
of our formalization is available for download at [BM19] and can be utilized by other researchers and scientists.
In this paper, we assume that the reader might not be familiar with the basic notions of quantum theory and
computing, therefore, in Sects. 2 and 3, we review the necessary background about quantum optics and computing
and the formalization of two optical elements.

The rest of the paper is organized as follows: We highlight our proposed framework in Sect. 4. In Sect. 5,
we describe the formalization of tensor product, projection, and tensor product projection. Then, we present the
HOL formalization of the quantum gates library in Sect. 6. In Sect. 7, we describe the flow of the automation
procedure. Next, in Sect. 8, we present the results of the analysis of several quantum circuits. Finally, Sect. 9
concludes the paper.

2. Preliminary
2.1. Linear spaces and quantum mechanics

We define an inner product space over the complex field C using the tuple (A4, +, *, I), where A is a set of vectors,
+:Ax A—> Aand x: C x A —> A aretwo operators over A and an inner product function/ : Ax A — C.

Given a vector X € (', we denote || X ||= /I(X, X*) = /(X | X), the norm of X where X* is the complex
conjugate of X. Given an inner product space (A4, +, *, I), a sequence {f, },cn of elements f,, € A is a Cauchy
sequence iff for every € > 0, there is some N > 0 such that:

I(fom, fn) < € forall m, n € N.
We say (A, +, =, I) is complete if every Cauchy sequence {f,,},cny converges to a unique limit:

3feA lim I(ff)<e

A Hilbert space H is defined as an inner product space (A4, +, , I) that is complete.
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Example 2.1 The set of all square-integrable complex-valued functions (i.e., f;o f@)f*(x)dz < o0)is a Hilbert

space (denoted L? in the literature) [Pac74] with opgorators and inner product defined: Vf g € L*. +(f, g9) : . —
f(@) + g(), «(k, )z = k f(z),and I(f, g) = [ f(z)g"(x)dz.

A quantum state is described as a complex-valued function (i.e., | ) : A = C*) and the set of all possible
quantum states forms an L? Hilbert space.

Quantum operators are mapping functions between quantum states (i.e., op : (A - C) — (A — C)). The
operators are used to either transform a quantum state, or measure one.

2.2. Quantum optics

Quantum optics particles (i.e., photons) are described by the L?> Hilbert space of type (real — complex). In
quantum literature, we call the quantum states that constitute the basis of the L? Hilbert space Fock states such
that a Fock state denoted by | n) describes an optical field with n photons. Mathematically, Fock states form an
orthonormal basis:

(m|n)=1if n=m; 0 otherwise.

The two main operators that transform Fock states are: annihilation operator (annihilator) and creation
operator (creator) which transform a given Fock state by decreasing and increasing the number of particles (e.g.,
photons) by 1, respectively:

alny=vnln=1 anda’|ny=vn+1|n+1).
Notice that a new definition of Fock state can be derived using the creation operator as follows:
(@h 10
| n) = 0
n.
where the quantum state | 0) is the vacuum state which does not contain any physical particle (i.e., photon).
To describe the quantum state (| W)) of multiple opticalfields (| ), 7 € 0--- n) we use the mathematical notion

of tensor product of states, ®, which attaches the sub-states together, | V) = | ) ®| ¥ ),®- - -®| ¥),, : (A" = O),
such that | W) is the point-wise multiplication of | ¢), : A > C'i € 0...n:

V) @) =Y @@ 1Y) )W) = T g% % [ ) Y (D

The new state | W) describes all the sub-states (| ¥), ¢ € 0--- n) together.
Similarly, we define the tensor product of operators which act on quantum states that are tensor product of
multiple quantum sub-states as: Op = (op; @ - - - D op,,) such that:

2.3. Linear optical quantum computing

Quantum optics is considered as one of the rich and promising approaches under investigation for realizing
quantum computers [KLMO1]. This is because photons decohere slowly, move quickly (at the speed of light),
and can be experimented with at room temperature.

In [KLMO1] the authors showed that combining single-photon sources, single-photon detectors, and linear
optics would suffice to implement efficient quantum computation. Moreover, most of existing universal quantum
gate architectures in the literature are built using only linear-optical elements. A linear optical element is such that
optical modes transformation can be described by matrices v and v, which transform the modes linearly, such that,

At At n N
a; — E Uy 4y, and a; — E Ugj g
k k

In literature, the above transformation is named Bogoliubov transformation [Bog47]. The most widely employed
linear optics elements are beam splitter and phase shifter.

4 A designates an abstract type and C designates the type of complex numbers.
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2.4. HOL light theorem proving

We provide a couple of examples to illustrate how definitions and theorems are written in HOL Light:
We define a function f_min that takes two real values as parameters and returns the minimum one, the
corresponding HOL expression of such a function is as follows:

F f min = A (x:real) (y:real). if x > y theny else x 3)

where A is the lambda abstraction in HOL Light for defining the function. £f_min x y returns the minimum of the
given parameters x and y which are of types real. The type of f_min is real — real — real.

Another way to define a function in HOL Light is by using a predicate which is used when the concrete
implementation of a function is not available but rather its specifications. For instance, in below we show is_even
predicate which accepts an integer parameter and returns true if this integer is even and false otherwise:

F is_even (n:num) < (if (nrem 2 = 0) then T else F) @)

Here, we are using the equivalence symbol < to define is_even since it is a predicate (i.c., the return value is
Boolean) not a function (can return any type). Thus, the type of is_evenis int — bool. Also, we use a predefined
HOL Light function rem which returns the remainder of integer division. The style of the underlying definition
is mostly employed when the concrete implementation of a function is not available but rather its specifications.
In our formalization of quantum gates we use both styles.

3. Formalization of optical elements

In this section, we present the HOL formalization of the two optical elements: beam splitter and phase shifter. In
the formalization, we define the transformation of an optical element using the relations between the annihilator
and creator operators of the input modes and the annihilator and creator operators of the output modes of the
given optical element.

We provide in Table 1, the HOL definitions and types for some quantum notions and symbols that are used
in our formalization.’

3.1. Phase shifter

The phase shifter provides a phase shift in a given optical mode: &Zl =" &Z-T ,- A phase shifter (P, 0 is the angle
of the phase shifter) is a passive linear optical element. Phase shifter transformation is associated with a unitary
operator described by: U(Py) = e™?. Physically, a phase shifter is a slab of transparent material with an index of
refraction that is different from that of free space. The phase shifter transformation is defined in HOL as follows:

Definition 3.1 (Phase shifter)

1 phase_shifter(ten, (6 : real), (il : sm), (ml : natural), (ol : sm), (m2 : natural))
2 is.sm i1 Ais_sm ol Aw il =w ol Avac il =vac ol A

3 pos ten (cr i1) m1 = e 9% pos ten (cr ol) m2 A

4 pos ten (anh i1) m1 = e#*? % pos ten (anh o1) m2

where ten and pos are the tensor product of operators and the positioning operator, respectively, defined in Table
1. anh x and cr x designate the annihilator and creator operators for the mode Xx, respectively. 11 and o1 are the
input mode and output mode, respectively. Notice that the formal definition of the phase shifter relates the input
operators (anh i1 and cr i1) in terms of the output operators (anh o1 and cr o1), see Lines 2 and 3. In Line
1, the parameters {m1, m2} define the order of each mode in the tensor product of operators. Line 1 ensures that
the two modes (input and output) are proper optical single modes, and working with the same frequency and
vacuum state (i.e., the state of zero photons).

3 For the detailed HOL definitions of the mathematics for quantum physics and optics and related theorems, we refer the reader to [M15]
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Table 1. Terms and types in the HOL formalization

S. M. Beillahi et al.

HOL Term and type

Description

bgs : real — complex
qop : bgs — bgs
sm : (qopHqop#real#bqgs)

is_sm: sm — bool

anh : sm — qop

cr: sm—> qop

vac : sm — bgs

fock: sm — natural — bgs

Type of optical quantum state

Type of quantum operator

Type of optical single mode which is composed of the tuple
(anh, cr, £, vac), annihilator anh, creator cr, resonance frequency £,
and vacuum state vac

A predicate to indicate that a given single mode sm of type

sm does indeed satisfy the properties of quantum single mode

The annihilator operator such that anh (sm = (anh, cr, f, vac)) = anh
The creator operator such that cr (sm = (anh, cr, £, vac)) = cr

The vacuum state such that vac (sm = (anh, cr, f, vac)) = vac
Designates a Fock state such that fock sm n designates the Fock state

in the optical single mode sm with n photons and it is defined using
the creator operator. In the case n=0, we require
fock sm 0 = vac sm,

Fock state with zero photons to designate the vacuum state

Tensor product which accepts a vector of quantum states

and its size and returns the tensor product of states

Operators tensor product which accepts a vector of operators and returns
tensor product of operators which accepts and returns tensor product of
states

Designates the positioning operator such that

pos tenopm = ten (A i.if(i =n)thenopelseI) places a given
operator op in a specific mode n and leaves the other modes with the
identity operator I

that

tensor : natural — bgs" — (real’ — complex)

ten : qop" — (real' — complex) — (real’ — complex)

pos: ten — qop — natural — (real’ — complex)

3.1.1. Mirror

bis

By choosing the shifting angle 6 to be 7,

formalized in HOL as follows:

the phase shifter operates as a mirror. Thus, the optical mirror is

Definition 3.2 (Mirror)
mirror(ten, (il : sm), (m1 : natural), (ol : sm), (m2 : natural)) <
phase shifter(ten, 7, (il : sm), (ml : natural), (ol : sm), (m2 : natural))

3.2. Beam splitter

Beam splitter is a two modes passive linear optical element that consists of a semi reflective mirror. When a light
beam falls on this mirror, a part will be reflected and a part will be transmitted. Mathematically, a beam splitter
has two parameters 6 and ¢, where cos 6 and sin 6 are the probability amplitudes and ¢ is the relative phase. Let
a;1 and a;; denote the two incoming modes of the beam splitter by and a,; and a,, denote the outgoing modes,
as shown in Fig. 1 then the beam splitter transformation of the annihilator and creator is:

al\ < cos 6 iie~"% sin 6 > a),
S TR AT
a, 7e"*? sin 0 cosf i,

The commonly used beam splitter is the one of relative phase ¢ = 0. Accordingly, the beam splitter transformation
is defined in HOL as follows:

Definition 3.3 (Beam splitter)
is_beam splitter((pl: complex), p2, p3, p4, ten, (il : sm), (ml : natural), i2,m2, o1, m3, 02, m4d)
is_sm i1 Ais_sm i2 Adis_sm ol Ais_sm 02 A
wil=w i2Aw i2=w 0l Aw ol =w 02 A

vac il =vac i2 Avac i2 =vac ol Avac ol =vac
pos ten (anh il) ml1 =pl % pos ten (anh ol) m3
pos ten (anh i2) m2 =p3 % pos ten (anh ol) m3

02 A
+p2 % pos ten (anh 02) md A
+p4 % pos ten (anh 02) md A

NN B W=



A modeling and verification framework for optical quantum circuits 327

il ol
n
i2 02

Fig. 1. Schematics of beam splitter

7 pos ten (cr il) ml =pl* % pos ten (cr ol) m3 +p2* % pos ten (cr 02) md A
8 pos ten (cr i2) m2 =p3* % pos ten (cr ol) m3 +pd* % pos ten (cr 02) mé

where i1, i2 and o1, 02 represent the beam splitter inputs and outputs modes, respectively. m1 and m2 (resp. m3
and m4) represent the order of the two beam splitter input (resp. output) modes within the inputs (resp. outputs)
tensor vector of operators. Similar to the phase shifter, the formal definition of the beam splitter relates the inputs
annihilator and creator operators in terms of the outputs annihilator and creator operators (see Lines 5-8). The
parameters {pl,p2,p3,p4} are complex numbers that are the inverse of the beam splitter matrix. Lines 2, 3, and 4
ensure that the four modes are proper single modes and working with the same frequency and vacuum state. More
details about the formalization of the basics notions of quantum mechanics and optics can be found in [M15].

4. Proposed formal analysis framework

The proposed framework for the analysis of quantum circuits using HOL theorem proving is depicted in Fig. 2.
Our ultimate goal is to evaluate the output for a given input and circuit, supplemented with the success probability
of this output. The first step is to formalize the notion of tensor product, projection and tensor product projection
which form the mathematical foundation of the framework. The second step is to build a library of quantum gates
models in HOL on top of an existing library of optics elements [MAT14, MPT15]. The gates’ library includes 1-
qubit, 2-qubit and 3-qubit gates, which would enable the modeling of a wide variety of quantum circuits. The next
step is to take a quantum circuit netlist and a set of inputs and establish a HOL theorem for the input—output rela-
tions and success probabilities. To facilitate the proof of the HOL theorem automatically, without the need of user
guidance, we develop a proof strategy that takes the quantum circuit netlist and the respective inputs and builds the
required tactics® that automate the proof. The proof strategy first reads the quantum circuit netlist and generates
a matrix that captures the circuit structure. The proof strategy uses the extracted matrix to generate the required
folding/unfolding lemmas: these lemmas are responsible for preparing the quantum wires (inputs and outputs)
in the correct order before and after they pass through a set of parallel gates. Finally, using a set of simplification
rules, we construct the final automation tactics to conduct the formal proof of the quantum circuit properties.

5. Formalization of tensor product and projection
In Sect. 2, we gave an introduction to quantum optics where we showed the importance of tensor product for
the analysis of quantum states in multi-modes. This section covers in detail the higher-order logic formalization

of the tensor product along with linear projection. Furthermore, in the last part of this section we combine the
tensor product and linear projection to obtain the tensor product projection.

5.1. Formalization of tensor product

As described in the previous section, the tensor product for n optical beams is the point-wise multiplication of
n complex-valued functions. We formally define it in HOL, recursively, as follows:

6 A tactic is a function written in OCaml which partially automates the process of theorem proving in HOL Light



328 S. M. Beillahi et al.

Tensor Linear )
( Product Projection

1
1
!
l i Quantum
1
'
1

Infinite Linear

Spaces Theor
£ 4 Tensor Product Circuit nputs
\ Projection Netlist
tommEEEmeT 1 """""" ! T l—.l T
N\ —
Primitive Gates: Formal Th::rl:em
 Hadamard, Flip and NS Matrix Proof

l

2-Qubits Gates: Folding/Unfolding
(_ €Z, CNOT and SWAP Lemmas

I |

Optics Elements:
Phase Shifter and
Beam Splitter

Automation
Tactics

3-Qu.bits Gates.: ﬁates Rewriting Simplification
Toffoli Sign, Toffoli Rules Rul
" [ Rules | ules
(OD:Existing Libraries \and Fredkin Proof Strategy

Quantum Gates Library:

Fig. 2. Proposed analysis framework for quantum circuits

Definition 5.1 (Tensor product)
I tensor O (mode : bgs") = (A(y : reall). 1) A
tensor (n:natural)+1 (mode:bgs") = (A(y : realV). ((tensor n mode) y) * (mode(n + 1) y(n + 1)))

where the symbol A is the Lambda abstraction. Note that mode is a vector of size n that contains n modes.
The basic case of zero mode n = 0 is a trivial case; it is a constant function (i.e., y — 1) and it guarantees a
terminating definition. tensor is of type natural — bgs" — (real — complex). Mathematically, to validate
that the underlying tensor product is well defined, we should prove the bi-linearity property:

Theorem 5.1 (Tensor: Bi-Linearity)

Fn+l <NAk <n+1 A0 <k Amode(k) = (a: complex) % (x:bgs) —
tensor n+l mode =a % tensor n+l (Ai. if i=k then x else mode(i))

Fn+tl <NAk <n+l A0 <k Amode(k) = x1+xy —
tensor n+l1 mode = tensor n+1 (Ai. if i=k then x; else mode(i)) +
tensor n+l (Ai. if i=k then x, else mode(i))

where the symbol % denotes the scalar multiplication. The two assumptions k£ < n+1 and 0 < & ensure that the
element £ is indeed part of the tensor. The assumption mode(k) = a % z (mode(k) = z;+1,) provides a linear
decomposition of the k" element of the tensor product as multiplication of scalar and vector (summation of two
vectors). With the two parts of Theorem 5.1 we have verified that our definition is a tensor product. The proof
steps for the two theorems are based on using induction where the base case is trivial and in the inductive step
we use the lemma k < n+2 &= (k < n+1 Vv k = n+2) then using the induction hypothesis for the first case and
the definition of tensor product for the second case. With these properties of bi-linearity, we have validated our
tensor product definition.

An important property in the manipulation of tensor product is when we have a tensor product v; ® -+ ®
Um @ U ® - - - ® uy,, constructed out of two elementary tensors (v ® - - - ® v,,) and (v ® - - - ® uy,)). In this case,
the property states that v; ® - - - ® v, @ U1 ® - - - ® u,, can be written in the form (v} ® - ® v,,) ® (U] R - - - ® y,).

Theorem 5.2 (Tensor: Multiplication)
F tensor m+n (mode : bgs") =
(My : real"). ((tensor m mode) y) * (tensor n (A(i:natural). mode(i+m))) (Ai. y(i+m)))

Here, tensor mmode and tensor n (A i.mode(i + m)) represent the elementary tensors (v; ® -+ ® v,,) and
(v ® -++ ® uy), respectively. A typical usage of this theorem is to separate elementary tensors for the sake
of conducting quantum transformations over the two elementary tensors independently from each other. Then
using the same theorem, we return back to the initial tensor. The proof of this theorem is done using induction
on the size of the second tensor product (i.e., n).
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5.2. Formalization of linear projection

In linear algebra, a projection is a linear transformation p from a vector space to itself that maintains the idem-
potent property; p> = p. In the quantum context, for a pure state | ¥), the projection is defined as p = | V) (¥ |
which is a self-adjoint and linear transformation. In particular, for a quantum circuit design, the expected circuit
output is the projection of all possible outputs over the appropriate Fock states. For example, let us consider the
state | ¢) = % | n) + % | n-1) + % | n+1) and the projection p,, = | n) (n |. The result of the projection of | ¢) is
pa(l @) = | n)(n |(% | n) + % | n-1) + % | ntl)) = % | n), because the Fock states form an orthonormal basis.
Therefore, we define the projection on Fock states as follows:

Definition 5.2 (Linear Projection)
FV x. (proj (In)s :bgs)) (Ix):bgs)=(n|x) % |n)g

where proj | n)g, is the quantum linear projection over the Fock state and accepts as parameter z. proj is of
type bgs — bgs — bgs. A quantum linear projection should meet the three mathematical requirements which
are linearity, idempotent, and self-adjoint properties. We have formally proven these properties in HOL Light.
The HOL theorem for the linearity of the projection is as follows..

Theorem 5.3 (Projection: Linearity)
F is_sm sm=V (x:bgs) (y:bgs) (al: complex) (a2 : complex).
(proj |n)g,) (al%zx +a2%y)=al % (proj |n)g) x+a2%(proj |n)y) v

where the assumption is_sm sm is to maintain that the beam sm is indeed a quantum single mode beam and that
it meets all the requirements [MPT15]. In what follows, we show the projection idempotency property.

Theorem 5.4 (Projection: Idempotency)
- is.sm sm=—> Vx. (proj |n)u) ((Proj |n)e) X) = (proj |nle,) x

where (proj | n)g,) ((proj | n)g,) %) is the application of the projection proj | n), twice on z. Next, we show
the property of self-adjoint for the projection operator (i.e., (p(u) | v) = (u | p(v))).

Theorem 5.5 (Projection: Self-Adjoint)
F is_sm sm=V x y. (x:bgs), (y:bgs) € sq_integrable —

r_inprod x (proj |mn)g, y)=r-inprod (proj |n)y x) y
where sq_integrable is the linear inner product space formed by the square integrable functions space and
Lebesgue integral. The proof of the three theorems is based on conjugate symmetry (i.e., (x | y) = (y | x)*) and
linearity of inner product.

5.3. Formalization of tensor product projection

In this section, we combine the tensor product for multi-mode and linear projection for single-mode together.
We do this in order to obtain the tensor product projection, or in other words the multi-mode projection. In
some realization of quantum optics, the quantum gates are implemented using ancilla resources. These are extra
qubits that have a secondary role in a computation and are used for detecting the correct output [KMN*07].
During the design process of a quantum circuit, the state of the ancilla is measured after it leaves the circuit
using a detector. The correct output is known to have been produced whenever the detector registers the expected
ancilla. In our formalization, we implement the design process of detecting the expected ancillas in the output
ports of a quantum circuit as the tensor product projection of the circuit outputs. By doing this, we eliminate the
undesirable outputs and keep only the “correct” ones. In addition, we obtain the projected state multiplied by
a scalar value which is the success probability of the circuit, or the probability in which we detect the expected
ancilla. To the best of our knowledge, this is the first time tensor product projection is used as a mathematical
analysis tool for quantum optics detection. We define the projection of multi-mode over multi-mode as follows:

Definition 5.3 (Tensor Projection)

- is_tensor_proj m proj <= V model mode2 n.
is_linear_cop (m_proj (tensor n model)) A
m_proj ((tensor n model) : (real" — complex))(tensor n mode2) =
tensor n (Ai.((proj model(i)) mode2(i)))
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wherem proj tensor nmodel is a linear projection operator defined over the multi-mode state tensor n mode1,
and takes as parameter tensor nmode2 which is the projected multi-mode state. The projection produces
the state: tensor n (A i. ((proj (model(i))) (mode2(i)))) which is the tensor of the projection of each single-
mode state. m_proj is of type (real’ — complex) — (real — complex) — (real — complex). The function
is_linear_cop op ensures that the operator op is indeed a linear operator. Using this definition, we prove a crucial
property in the analysis of quantum circuits, which states that (p;| ® - - - @ pp (U1 @ - - Qup) = P1(u1) R+ - - @ Py, (wn,)-

Theorem 5.6 (Tensor Projection: Multiplication)
= is_tensor_proj m projAl <n—
(m_proj tensor m+n model) tensor m+n mode2 =
(Ay. ((m_proj tensor m model) tensor m mode2) y =
(m_proj tensor n (Ai.model(i+m)) tensor n (Ai. mode2(i+m))) (A i.y(i+m)))

The verification of this theorem is based on Theorem 5.2. This property is very useful when projecting multi-mode
state which is applied to parallel quantum gates as the case for the controlled-phase gate (see Fig. 6 where the
multi-mode state | b(1), b(2), b(3), d(1), d(2), d(3)) is fed to the two parallel NS gates). Using the tensor product
lemma v ® - Q0® --- ® v, =0, we prove the following property.

Theorem 5.7 (Tensor Projection: Fock States)
I is_tensor_proj m proj A 0 < k Amodel(k) = |ml),; Amode2(k) =|m2),; A
ml #m2 A is_sm smAk < n+l — (m_proj tensor n+l model) tensor n+l1 mode2 =0

This theorem is very important for the measurement of photons as it indicates that for two multi-mode states,
where in the first state, the single mode & contains the Fock state | m1) (i.e., | model(1), ..., ml, ..., model(n)))
and in the second state, the single mode & contains the Fock state | m2) (i.e., | mode2(1), ..., m2, ..., mode2(n))).
If m1 and m2 are different (m1 and m2 describe the number of photons in each Fock state), then the projection
of the first multi-mode state over the other is zero (the zero constant function).

We have covered the required mathematical tools for the formal modeling and analysis of optical quantum
gates and circuits. In particular, we have covered the notions of tensor product, linear projection, tensor product
projection, and have proved several important theorems related to these three mathematical notions. To the best
of our knowledge, this is the first time a systematic formalization of tensor product, linear projection, and tensor
product projection is tackled in the context of quantum optics circuits analysis. In addition, our mathematics
formalization is general and can be used in other quantum circuits analysis. In the following section, we will
utilize the developed mathematical foundation to formalize a variety of quantum gates.

6. Formalization of quantum gates library

In this section, we build upon the mathematical foundation to formally model nine important quantum gates,
namely Hadamard, flip, non-linear sign, controlled-not, controlled-phase, SWAP, Toffoli sign, Toffoli, and Fred-
kin gates. The formalized set of quantum gates covers 1-qubit, 2-qubit, and 3-qubit gates and includes a new
implementation for the flip gate based on a single photon source. Another interesting gate is the Toffoli sign gate.
This is taken from [RRGO07] and has three inputs, where one input is qutrit (i.e., has three quantum states) and
the rest are qubits. Due to this, it is impossible to model the Toffoli sign using a Boolean model of the qubits (i.e.,
only supporting two states). Therefore, prior formal techniques could not model the Toffoli sign. Based on our
Toffoli sign gate formalisation, we can model an optimal implementation of the Toffoli gate.

6.1. Quantum bit

A logical qubit is represented by a quantum system with two basis states which are | 0); and | 1) ;. In the literature
of quantum optics, the qubit can be realized through different configuration of the optical light beams weather
using coherent light or single photon beam. In our formalization, we are using single photon approach for real-
izing the qubit which is called dual-rail qubit [KMN*07]. The qubit state describes the possibility of finding a
given single photon in one of two different optical modes.
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Fig. 3. Schematics of Hadamard gate

Thus, the two states of the qubit are represented by the internal polarization degree of freedom of a single pho-
ton. In particular, the logical states described as follows: | 0);, = | 1)®| 0) =] 1,0)and| 1), =] 0)®]| 1) =0, 1)
where the logical zero state represents the state such that the first optical mode contains a single photon and the
second mode is in the vacuum state and the inverse for the logical one state.

6.2. Hadamard gate

The Hadamard gate [NC10] is an 1-qubit universal gate which exploits quantum superposition to create a new
state, where the qubit logical states | 0) and | 1) are mapped to two superpositions of | 0) and | 1) with equal
weight. For example, if the input is | ¢);,,,; = | 0) + 8] 1), then the output is | @) i = @ '01;2'” + ﬁ%.
Hadamard gates are usually used to initialize the quantum states of a circuit or to add random information to
a quantum circuit. The authors in [PMO09] implemented Shor’s algorithm for factorization of the number 15
using six Hadamard gates in a photonics chip by employing the quantum optics single photon technology. In
this section, we present the formalization of the Hadamard gate in HOL Light as an example of a single qubit
gate that can be constructed by using a beam splitter (BS) and a phase shifter (PHS) together. The dual-rail
representation is used to describe the qubit. The gate circuit is shown in Fig. 3 and is composed of a beam splitter

with a probability amplitude n = % and a relative phase ¢ = 0, and a phase shifter of angle 6 = 7. The formal
definition of the gate structure is as follows:

Definition 6.1 (Hadamard Gate)
F HADAMARD((in : sm), (out : sm), ten, (LH : sm — bgs),LV) < (3 (a:sm")(b: sm")(c : sm").
is,beamsplitter(%@, —%, 7 75 tenia(l), 1,a(2), 2, ¢(1), 1,5(2), 2) A
phase_shifter(ten, i, b(2), 2, c(2), 2) A Hadamard In Output(in, out, a, ¢, LH, LV))
where LH and LV are employed to describe the representation of qubits using the photon vertical or horizontal
polarization. LH and LV are both of type sm — bgs Here, LV in (resp., LH in) represents a vertically (resp., hori-
zontally) polarized photon in the single mode a(1) which describes the qubit in the state | 1) (resp., | 0)). HADAMARD
takes as parameters all gate input/output ports (in, out), and the tensor product operator tens. As shown in Fig. 3
the optical implementation of Hadamard gate has two optical inputs to realize a single logical qubit input. Thus,
|0y, =LH in=]1,0),and | 1), = LV in = |0, 1),. In order to make use of this gate in quantum circuits,
where the computation is at the qubit level without getting to the detail of the qubit representation, we devel-
oped an input/output behavioral description for the Hadamard gate Hadamard_In Outputs(in, out, a, ¢, LH, LV)
[BMT16b]. Using the above definition, we formally verify the result of applying the Hadamard gate on the two
possible inputs.

Theorem 6.1 (Inputs: | 0, 1), = LV inand | 1,0), = LH in)
F HADAMARD((in : sm), out, ten, LH,LV) —
tensor 1 (Ai. LV in) = % % tensor 1 (Ai. LH out)— % % tensor 1 (Ai. LV out) A

tensor 1 (Ai. LH in) = % % tensor 1 (Ai. LV out)+ % % tensor 1 (Ai. LV out)

Notice that we did not use the projection because we do not employ ancilla, therefore, there will be no detection

required. What you have actually done, it seems to me, is to produce a new design somehow, and then used your
formalization to prove that this design is correct.
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Fig. 4. Single photon source design of flip gate

6.3. Flip gate

The majority of existing gates are implemented using a single photon source. However, to the best of our knowl-
edge, the only existing optical implementation for the flip (not) gate is using a coherent light source [RGM*03]. In
the course of formalizing the library of quantum gates that are implemented using a single photon source, we dis-
covered a new design of the flip gate using a single photons source. Using our formalization, we are able to certify
that the new design of the flip gate is behaviorally correct. The proposed design has a success probability (i.e., the
probability in which the circuit produces the right output) of 100% and is composed of two beam splitters and a
phase shifter as shown in Fig. 4. We verify that our design and the one in [RGM™* 03] are equivalent by checking that
the underlying design behaves according to the gate truth table. The gate flips the input state: if the possible input
18| @) inpur = @ | 0)+ B | 1) then the outputis | @),y = @ | 1)+ B | 0). We define the flip gate in HOL as follows:

Definition 6.2 (Flip Gate)
 FLIP((in : sm), out, LH, LV, ten) <= (3 (a:sm") b c d.
is,beamsplitter(%, —%, L 1 ten, a(1),1,a(2),2,b(1),1,b(2),2) A

) E’ ﬁ7
is,beamsplitter(%, —%, %, %, ten, b(1), 1,b(2),2,d(1), 1, c(2),2) A

phase_shifter(ten, 7, c(2), 2, d(2), 2) A FLIP_In Output(in, out, a, d, LH, LV))

where FLIP takes as parameters the gate input and output ports (i.e., LH, LV, in and out) and the tensor operator.
Similar to the Hadamard gate, we define FLIP_In Output as an input/output wrapper of the flip gate in order to
facilitate the use of the gate (i.e., instead of considering the gate input as two polarization modes, we describe it
as a single quantum logical input). We succeeded to verify the equivalence of our design with the one proposed in
[RGM™03] (and verified in [MAT14]) by proving the result of applying the gate on the two possible inputs | 0, 1),
and | 1, 0),.

Theorem 6.2 (Inputs: | 0, 1), = LV inand | 1,0), = LH in)
 FLIP (a,d,LH, LV, ten) =—
tensor 1 (Ai. LV in) = tensor 1 (Ai. LH out) A
tensor 1 (Ai. LH in) = tensor 1 (Ai. LV out)

Notice that the proposed design for the flip gate is physically feasible using available optics technology as it
requires only two beam splitters, a phase shifter and a single photons source and detector.

6.4. Non-linear sign gate

In [KLMO1], the authors realized the universal controlled-phase gate using the nondeterministic non-linear sign
(NS) quantum gate (Fig. 5), which is composed of three beam splitters. The NS gate operates as follows: when a
superposition of the vacuum state | 0), the one photon state | 1) and the two-photon state | 2) is input into the NS
gate, the gate flips the sign (or the phase) of the amplitude of the | 2) component. Contrary to the Hadamard and
flip gates, the NS gate contains two ancillas, one with a single photon and the other in vacuum as shown in Fig. 5.
Thus, a successful transformation of the input by the gate corresponds to the event when the first ancilla contains
one photon and the other contains zero photon. NS gate shows the feasibility of realizing simple non-linear
operations using ancilla photons, linear optics, and linear projection (i.e., postselection) [KLMO1].
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Fig. 5. Schematics of NS gate

For instance, if the input is like (| ¥); = «|0); + 8| 1); + ¥ |2);) ® | 1), ® | 0)3, then when we measure
a single photon at port d(2) and vacuum at port d(3), the gate operation is considered successful. In this case
we have the output state | )] = « | 0); + 8| 1); — y | 2); at port d(1). Given this structure, the probability of
measuring a single photon at the ancilla port d(2) and vacuum at the ancilla port d(3) is then %. Accordingly, we
define the NS gate structure in HOL as follows:

Definition 6.3 (NS Gate)
F NS((a:sm"), b, c,d, ten) &=
is_beam splitter(y/2v/2-2, v/3-2v/2, —/3-24/2, v/24/2-2, ten, b(2), 2, a(1), 1, d(1), 1, ¢(2), 2) A
1 A/3-2v/2 A/3-2V2 1
, , = , ten, a(2), 2, a(3), 3,b(2), 2, b(3), 3
Tiods Vasvs Jasis'  Jaars R a(2), 2, a(3), 3,b(2), 2,b(3), 3) A
1 A/3-2v/2 A/3-2V2 1
) ) y T ?t ) 2725b3735d2725d373
Jiass Jaavs Jaavs  Jaas P c(2),2,b(3), 3,d(2), 2,d(3), 3)
where NS takes as parameters the two input vectors (a, b), the two output vectors (¢, d), and the tensor operator
ten. Using this definition of NS gate, we formally verify the expected output and its joint success probability
by projecting all NS gate outputs on the expected output. We prove that for an input | 2, 1, 0), the projection
of NS gate output on the states | 0, 1,0), and | 1, 1, 0) ; gives zero. On the contrary, the projection on the state

| 2,1,0), gives —% (success probability (%)2 = %). We repeat the same procedure for the two other possible inputs
(ie,]0,1,0),and | 1,1,0),).

is_beam splitter(

is_beam splitter(

Theorem 6.3 (NS Input: | 2), Projection: | 2))

b let |2,1,0)4 =tensor 3 (Ai. if i=1 then |2)4y, elseif i=2 then |1)4, else |0)ys) in
let |2,1,0), =tensor 3 (Ai. if i=1 then |2),; elseif i=2 then |1),, else |0),3) in
NS(a, b, ¢, d, ten) = (m_proj |2,1,0)4) 12,1,0), = —%00| 2,1,0)4

Next, we show the projection of the previous input (| 2, 1, 0)) over a different quantum state | 1, 1, 0). The result

of this projection is the zero constant function, as follows:

Theorem 6.4 (NS Input: | 2), Projection: | 1))

= let |1,1,0)4 = tensor 3 (Ai. if i=1 then |1)4;, elseif i=2 then |1)y, else |0)ys) in
let |2,1,0), =tensor 3 (Ai. if i=1 then |2),; elseif i=2 then |1),, else |0),3) in
NS(a, b, ¢, d, ten) = (m_proj |1,1,0)4) 12,1,0), =0

where, m_proj (| 1, 1, 0)4) is the projection on the state | 1, 1, 0),.

6.5. Controlled phase gate

The controlled-phase (CZ) gate is a two qubits gate which transforms the input state | z, y) to the output
e*Y | 2, y), 7,y € {0, 1}. In other words, if the possible input is | ) inpur = @1 00) + B 01) +y | 10) + 4| 11),
then the output is | @) ,,4p = @ | 00) + B[ 01) +3 | 10) — & 11). The CZ gate is constructed with the use of two
NS gates and two beam splitters, as shown in Fig. 6.
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Fig. 6. Schematics of CZ gate

The probability of measuring the ancilla state | 1, 0) in both NS gates is 11—6, which is the success probability of
the CZ gate (otherwise the gate fails, i.e., the result of the measurement of the ancilla states is other than | 1, 0)).
We formally define the CZ gate as follows:

Definition 6.4 (CZ Gate)

~ CZ((x1: sm), x2,y1,y2, ten, LH, LV, m proj) < (H(a:sm") bc jdqk1lmp
is_sm a(3) A is_sm a(2) A b(5)=d(2) A b(6)=d(3) Ab(4)=d(1) A
q(1)=c(4) A q(2)= c(5)/\q(3) C(G)ANS(d m, p, g, ten) ANS(b, 1,k, c, ten) A
is bea.anplltter(f f { f,ten a(1),1,a(4),4,b(1),1,b(4),4) A
is bea.anplltter(f 7 7 [,ten c(1),1,c(4),4,j(),1,j4),4) A
CZ_INPUTS(x1, x2, a, b, ¢, LH, LV, m_proj) A CZ_OUTPUTS(y1, y2, a, ¢, j, LH, LV))

Notice that we renamed the input and output ports for the second NS gate in order to match the order of the modes
in the definition of the gate, i.c., instead of | b(4), b(5), b(6)) and | c(4), ¢(5), ¢(6)) we have | d(1), d(2), d(3)) and
| (1), q(2), q(3)), respectively. From this definition, we formally verify the CZ gate operations and its success
probability. There are four possible combinations of inputs. Here we are providing one of them as example and
the rest can be found in [BM19].

Theorem 6.5 (CZ Input: | 1, 1)1, = 1), ®] 1),2)

= let |2,1,0,0,1,0,0, O)Cq = tensor 8 (Ai. if i=1 then | 2)c(1) elseif i=2 then | 1)6(2)
elseif i=5 then |1)y, else [0)y3) in
let |0,1,0,2,1,0,0, O)Cq = tensor 8 (Ai. if i=2 then | 1)¢z) elseif i=4 then | 2)q(1)
elseif i=5 then |1)y, else |0)y3) in
let [1,1,0,1,1,0,0,0),, = tensor 8 (Ai. if i=1 then | 1)y elseif i=2 then |1).y
elseif i=4 then |[1),4 elseif i=5 then |[1),, else |O)C(3)) in
let |1,1,0,1,1,0,0,0),, = tensor 8 (Ai. if i=1 then | 1)aq) elseif i=2 then | 1)b(2)
elseif i=4 then |1),4 elseif i=5 then |1)y5 else |O)y3) in
let |1,1,0,1,1,0, O,O)Cj = tensor 8 (Ai. if i=1 then | 1)3-(1) elseif i=2 then | e
elseif i=4 then |1>j(4) elseif i=5 then |[1).5 else |O)C(3)) in
CZ(a, b, c, j, ten, LH, LV, m proj) —
(m_proj |2,1,0,1,0,0,0, 0)C +1mproj |0,1,0,1,2,0,0, O)Cq +mproj |1,1,0,1,1,0,0, O)cq)
(11,1,0,1,1,0,0,0),) = — Z % 11,1,0,1,1,0,0, 0)¢;

Notice that the output of the CZ gate has been projected over three different states. This is because of the fact
that we have two photons at the input (] 1, 1),,,,) which results in three possibilities at the input of the two
parallel NS gates: 1) two photons go through the first NS gate; 2) two photons go through the second NS gate;
and 3) one photon goes through the first NS gate and the other goes through the second one. The verification of
the CZ has been done using Theorem 6 in order to subdivide the tensor product projection to the tensor of two
tensor product projections each fed to an NS gate. Moreover, through the projection we eliminate the undesired
outputs with their own probability and the remaining output is the correct. Thus, the square of the amplitude of
the produced output is the probability of obtain this output.
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Fig. 7. Schematics of CNOT gate

As shown in Fig. 6, the CZ gate has 8 input optical modes. However, the CZ gate is a 2-qubit gate, where
each logical qubit is represented by two optical modes and the remaining four modes are ancillas. In order to
facilitate the use of this gate in quantum circuits where the computation is at the qubit level, we developed
CZ_INPUTS(x1, x2, a, b, ¢, LH, LV, m_proj) and CZ_OUTPUTS(y1, y2, a, c, j, LH, LV), a behavioral description for
CZ where instead of eight inputs and eight outputs, we have two inputs and two outputs [BMT16b]. This com-
pletes the formal analysis of the CZ gate for the input “117. The analysis for the inputs “10”, “01”, and “00”
follows the similar pattern.

6.6. Controlled-not gate

The Controlled-not (CNOT) gate is a two inputs/two outputs gate, namely control and target signals. The gate
functionality is to invert the target bit whenever the control bit is equal to one, and nothing changes as long as
the control bit is equal to zero. The control bit is always transmitted as it is. In other words, if the possible input
1S | @) jnpur = | 00) + B 01) +y | 10) + 5| 11), then the outputis | @) e = @ | 00) + B[ 11) +y | 10) +5 | 01).
Here, we will show the gate implementation using CZ and Hadamard gates, as shown in Fig. 7, however, it can
also be implemented using five beam splitters as shown in [RLB*02] and verified in [MPT15]. Contrary to CZ,
CNOT is not symmetric (i.e., an exchange in the order of inputs implies a modification in the design of the gate).
Therefore, we have formally defined two versions of the CNOT, where for the first version the target qubit is fed
to the first input and for the second version it is fed to the second input. We provide here the definition of the
first version of CNOT gate structure (we name it CNOT1). The second one (CNOT?2) is given in [BMT16b].

Definition 6.5 (CNOT Gate)
F CNOT1((al : sm), a2, bl, b2, ten, LH,LV, m proj) & (3 c1 di.
HADAMARD(al, c1, ten, LH, LV) A HADAMARD(d1, b2, ten, LH, LV) A CZ(c1, a2, d1, b1, ten, LH, LV, m_proj))

Here, the Hadamard gate is applied on the first input, which is the target qubit. We formally verified that this
definition maintains the truth table of the CNOT gate. As an example we provide the result of applying the CNOT
on the input | 0, 1):

Theorem 6.6 (CNOT Gate Input: | 0, 1))
F CNOT1(al, a2, b1, b2, ten, LH,LV,m_proj) —
tensor 2 (Ai. if i=1 then LH al else LV a2) =
% % tensor 2 (Ai. if i=1 then LV bl else LV b2)

Notice that the CNOT gate has the same success probability as the CZ gate. The success probability of CZ gate
is calculated based on the probabilitics of Hadamard and CZ gates. Because the Hadamard and CZ gates are
connected in series to form CNOT gate, then the success probability of CZ gate is the multiplication of the success
probabilities of Hadamard and CZ gates. As the Hadamard has a success probability of 1 then CNOT has the
same success probability as the CZ gate. Similar to CZ, CNOT uses 8 optical modes as well.

6.7. SWAP gate

The SWAP gate is a two qubits gate which swaps the states of two input qubits. It has a crucial role in the
design of quantum circuits where the SWAP gate is used to swap the qubits between each other in order
to fulfil the requirement that computations should only be performed between adjacent qubits [SWH'12].
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Fig. 8. SWAP gate

Also in [LLO05], the authors show the role of SWAP gates for the storage of quantum information, where the
SWAP gate swaps the information of qubits between flying qubits, which are not suitable for storage of quantum
information and statics qubits. In [FDHO04], it was shown that the SWAP gate plays an important role in the
implementation of Shor’s algorithm [Shor97] based on linear nearest neighbor architecture, where the SWAP
gate rearranges the qubits. The physical implementation of the SWAP gate requires three CNOT gates, as shown
in Fig. 8. We define the SWAP gate in HOL as follows:

Definition 6.6 (SWAP Gate)

F SWAP ((al:sm), a2, bl, b2, ten, LH, LV, m proj) < (3 cl c2 41 d2.
CNOT2(al, a2, c1, c2, ten, LH, LV, m proj) A CNOT1(c1, c2,d1, d2, ten, LH, LV, m proj) A
CNOT2(d1, d2, b1, b2, ten, LH, LV, m_proj))

where m_proj is the tensor product projection operator. In contrast to the presentation of previous gates, for
the SWAP gate we present its application over the general form of the input: | al, a2) = (1% 1) + 22% | 0)) ®
(B1% | 1)+ 2% 0) = (a1 B1)%| 1, 1) +(aa x B1)%] 0, 1) + (a1 % 2)%0 | 1, 0) + (cr2 % B2)70 | 0, 0). Notice that this
input is a superposition of four possible inputs. Therefore, in order to prove the output and input relation theorem
for this input in HOL, we should first prove output and input relation theorems for each elementary input of the
four possible inputs and then by using the bi-linearity tensor product we obtain the following theorem.

Theorem 6.7 (SWAP Gate Input: | z, y))

F SWAP(al, a2, j1, j2, ten,LH, LV, m proj) =
tensor 2 (Ai. if i=1 then (;%LV al + ax%LH al) else (B1%LV a2+ B,%LH a2)) =
L % temsor 2 (Ai. if i=1 then (B;%LH j1+ Bo%LV j1) else (ay%LH j2+ay%LV j2))

where é is the success rate of the gate. We can notice that in Theorem 6.7, all behaviors of the gate were considered.

6.8. Toffoli sign gate

The Toffoli Sign (TS) gate is a quantum gate that applies a sign shift on one of the inputs, and the identity to the
rest. The main benefit of the TS gate is to construct the Toffoli gate. In the optical implementation of TS, vac k
refers to the vacuum state, i.e., where both polarization modes are unoccupied, in the single mode k. Thus, we
will introduce a third level of representation of a qutrit (i.e., a superposition of three orthogonal quantum states
[RRGO07] where each state is represented by an optical polarization mode). The TS gate structure is shown in Fig.
9. The realization of TS is based on using two qubits a(1), a(3) (i.e., 0, = | LH) and 1, = | LV)) and a qutrit
(i.e., 1L = | vac, LV)a(Z)kﬂ OL = | LH, UGIC>G(2)]§, and 2L = | LV, U&C)a(z)k).

To our best knowledge, the sole purpose of TS gate is to construct the Toffoli gate [RRGO7]. Therefore, the third
input of the gate (i.e., the qutrir) can only receive the values 1, = | vac, LV) ,0), and 01, = | LH, vac) 42, when it
is implemented as part of Toffoli gate. Thus, it is sufficient in the formalization to only consider the values 07, and
11, for the inputs of the TS gate. Then, we convert the 07, and 1, for the third input based on the qutrit definition and
convert 0y and 1, for the first two inputs based on the qubit definition. Thus, behaviorally the TS gate receives and
transforms the same set of inputs as a 3-qubit gate but physically the TS gate interprets the third input as a qutrit.

The structure of the TS gate is composed of two CNOT gates and a CZ gate. The two CNOT gates operate
as normal at the qubit levels and implement the identity if the target is at the qutrit level (| vac, LV')). We define
the TS gate in HOL as follows:
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Definition 6.7 (TS Gate)
= TS ((al: sm), a2, a3, bl, b2, b3, ten, LH, LV,m proj) & (3 k cl c2 42.
CNOT2(al, a2, c1, c2, ten, LH, LV, m proj) A CNOT2(c1, d2, b1, b2, ten, LH, LV, m_proj) A
CZ(c2, a3,d2, b3, ten, LH, LV, m_proj) A TS_outputs(k, b1, b2, b3, LH, LV) A TS_inputs(k, al, a2, a3, LH, LV))

In our formal definition of TS gate, for an input | z, y, z), = is the qutrit. For example, for the input | 011), the
4-qubit format is given as | 1) ;) ® | vac) 42 ®| 1) 43 ®| 1), The following is the result of the TS transformation
over the input | 011):

Theorem 6.8 (TS Input: | 011))

F TS(al, a2, a3, bl, b2, b3, ten, LH, LV, m proj) —
tensor 3 (Ai. if i=1 then LH al elseif i=2 then LV a2 else LV a3) =
—6—14 % tensor 3 (Ai. if i=1 then LH bl elseif i=2 then LV b2 else LV b3)

Notice that there is a sign shift on the output state | 011). Also the gate success probability is 6i4. For the rest of
the possible combinations for the inputs there will be no sign shift. Now, after modeling and verifying the Toffoli
Sign gate, we are ready to tackle the formalization of the Toffoli gate.

6.9. Toffoli gate

The Toffoli is a 3-qubit gate that flips the logical state of the target qubit if the two control qubits are in the state
| 1) and does nothing for the rest of the cases. The Toffoli is one of the most important quantum gates and has
many quantum applications including universal reversible classical computation, quantum error correction and
fault tolerance. Inspired from [RRGO7], using the TS, flip, and Hadamard gates we can construct the Toffoli gate
as shown in Fig. 10. Because the TS gate design is at the physical level and requires only three 2-qubit gates,
the number of required 2-qubit gates for Toffoli is only three. However, when restricted to the modeling at the
behavioral level, the simplest known design of the Toffoli gate requires five 2-qubit gates [HSY*04, SWM12].
Therefore, it is possible to reduce the number of required 2-qubit gates from five to three [RRGO7], thanks to the
low level modeling approach. Similar to the CNOT gate, the Toffoli gate can be used in two forms: 1) the first
qubit is the target; and 2) the third qubit is the target (we name them TOFFOLI1 and TOFFOLI3, respectively).
Therefore, we have formally defined these two kinds of Toffoli gate in HOL. More details about the first kind of
Toffoli gate can be found at [BM19]. We provide here the definition of the first type of Toffoli gate (TOFFOLI1):
Definition 6.8 (Toffoli Gate)
F TOFFOLI1((al: sm), a2, a3,bl, b2, b3, ten, LH, LV,m proj) &= (I ¢3 d3 cl di.

HADAMARD(al, c1, ten, LH, LV) A HADAMARD(£1, b1, ten, LH, LV) A FLIP(c1, d1, ten, LH, LV) A

FLIP(el, f1, ten, LH, LV) A TS(d1, a2, a3, el, b2, b3, ten, LH, LV, m_proj))
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From this definition, we verify the result of applying Toffoli on the input | 111):

Theorem 6.9 (Toffoli Input: | 111))
 TOFFOLI1(al, a2, a3, bl, b2, b3, ten, LH, LV, m proj) =
tensor 3 (Ai. if i=1 then LV al elseif i=2 then LV a2 else LV a3) =

é % tensor 3 (Ai. if i=1 then LH bl elseif i=2 then LV b2 else LV b3)

Because the two control qubits are | 1) ;, the state of the first qubit is flipped. Notice that the success probability
of the gate is 6i4. In contrast, if the Toffoli gate was constructed using five 2-qubit gates, the success probability
will be 55

6.10. Fredkin gate

The Fredkin gate, or the controlled-2 x 2 reversible quantum switch gate (or controlled SWAP gate), is a 3-qubit
gate [Mil89]. One of the qubits is designated as the control qubit and is left unchanged by the gate, and the
remaining two qubits are the target qubits. If the control qubit is zero, the two target qubits remain unchanged.
If the control qubit is one, the two target qubits are inter-changed. The Fredkin gate has an important role in
quantum computing and quantum computations error-correcting [NC10]. Moreover, it is a universal gate for
reversible computing. This means that any logical or arithmetic operation can be constructed entirely using this
gate [Mil89]. The gate circuit is shown in Fig. 11, which is composed of two CNOT and one Toffoli gates. Con-
sidering the two versions of the Toffoli gate formalized in the previous section, we get two versions of the Fredkin
gate: (1) the first qubit is the control (FREDKINT1); and (2) the third qubit is the control (FREDKIN3). We
model the second version in HOL as follows:

Definition 6.9 (Fredkin Gate)

F FREDKIN3((al : sm), a2, a3, bl, b2, b3, ten, LH, LV,m proj) & (I c2 c3 42 d3.
TOFFOLI1(al, c2, c3,bl,d2,d3, ten, LH, LV, m_proj) A CNOT2(a2, a3, c2, c¢3, ten, LH, LV, m_proj) A
CNOT2(d2, d3, b2, b3, ten, LH, LV, m_proj))

Similar to our presentation of SWAP gate, we provide here the result of applying the Fredkin gate on the input in
the general form | zzy) (i.e., | zzy) = (a2 xBr#62)% | 1, 1, 1) +(aaxB2%01)% | 1,1, 0)+(aaB1%62)% | 1,0, 1)+ (0z =
B1%01)%| 1,0,0)+(cy *B2%602)% | 0, 1, 1) +(a1 % B2%01)%] 0, 1, 0) +(cry # B1%62)% | 0, 0, 1) +(a1 % B1%01)% 1 0, 0, 0),
the input is a superposition of eight possible inputs):

Theorem 6.10 (Fredkin Input: | zzy))
F FREDKIN3(al, a2, a3, b1, b2, b3, ten, LH, LV, lerroj) -
tensor 3 (Ai. if i=1 then (o;%LH al + %LV al) elseif i=2 then (B;%LH a2+ B,%LV a2)
else (0;%LH a3+ 0,%LV a3)) =
T124 % (g % tensor 3 (Ai. if i=1 then (a;%LH bl + ay%LV bl) elseif i=2 then
(Bi%LH b2 + B,%LV b2) else LH b3) +
0, % tensor 3 (Ai. if i=1 then (B;%LH b+ B,%LV bl) elseif i=2 then

(1%LH b2 + ax%LV b2) else LV b3))

Notice that the success probability of the Fredkin gate is ﬁ and hence very small. We have covered the formal
modeling and verification of a set of quantum gates which can be used in the analysis of a variety of quantum
circuits as it will be described in Sect. 8.
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Fig. 13. Hamming function of size 3

7. Proof strategy

While the developed mathematics and gates library are rich enough to model and verify a variety of quantum
circuits, the verification process for a quantum circuit in an interactive theorem prover is not an easy task. This is
due to the need of user expertise to guide the proof process. Therefore, some kind of strategies and proof automa-
tion is required for the framework to be usable by non-experts. In this section, we propose a proof strategy, which
shall fully eliminate the need for user interaction with the theorem prover. This will tremendously aid the use of
our framework by engineers and physicists who want to conduct the analysis of quantum circuits.

Generally, any quantum circuit is a collection of gates that are connected to each other either sequentially or in
parallel. Accordingly, our proof process proceeds through three major steps: 1) if the main input will go through
parallel gates or a single gate with an input size less than the main input size, we unfold the main input tensor
product to elementary tensors to be input to parallel gates or the single gate, as shown in Fig. 12; 2) applying the
required gates transformation; 3) folding the tensor product back. Then, we repeat this process until the input
tensor goes through all gates transformations that are sequential. Finally, we rewrite the obtained result to the
final format using some linear algebra theorems.

7.1. Verification process of a quantum circuit

In this section, we present the verification process for any quantum circuit using the developed mathematical
foundation and the gates library. We use the Hamming optimal coding function of size 3 circuit as an example
to illustrate the proof steps for verifying quantum circuits using our framework. The circuit is composed of one
SWAP, one Toffoli, and four CNOT gates, as shown in Fig. 13, and it has three inputs/outputs. The inputs are
initialized to the state | ¥),,, = | 1,0, 0) 40p000- Accordingly, we define the circuit structure in HOL as follows:

Definition 7.1 (Hamming Circuit)

F HAM3((a0 : sm), b0, c0, a2, b5, c6, ten, LH, LV, m_proj) <= (3 al bl cil b2 c2 b3 c3 c4 b4 cb.
TOFFOLI1(a0, b0, c0, a1, b1, cl, ten, LH, LV, m proj) A CNOT1(b1, c1, b2, c2, ten, LH, LV, m_proj)
CNOT2(b2, c2, b3, c3, ten, LH, LV, m_proj) A SWAP(b3, c3, c4, b4, ten, LH, LV, m proj) A
CNOT2(al, c4, a2, c5, ten, LH, LV, m proj) A CNOT2(c5, b4, c6, b5, ten, LH, LV, m proj))

The Hamming circuit inputis: tensor 3 (A i. if i=1 then LV a0 elseif i=2 then LH b0 else LH c0). Asshown
in Fig. 13, the Toffoli gate is the first to act on the circuit input, therefore, we do not need to unfold the input. The
Toffoli gate outputs the state: (1/64) % tensor 3 (A i. LV al elseif i=2 then LH bl else LH c1). After Toffoli,
the input undertakes a CNOT transformation, therefore, we need to unfold the tensor to two elementary tensors
by rewriting the goal using tensor product theorems and the lemmas in Table 2.
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Fig. 14. Quantum full adder

The resulting expression is in the form: (1/64) % (A y. (tensor 1 (Ai.LV al) y(1)) * (tensor 2 (A i. if i=
1 then LH b1 else LH c1) y(2))). We now apply the CNOT over this expression which yields the following
output:(1/64 % 1/4) % (A y. (tensor 1(A1i.LV al) y(1)) = (tensor 2 (A i. if i=1 then LH b2 else LH c2) y(2))).
Before folding back the tensor product, we apply the next CNOT and the SWAP gate. To apply the third CNOT
gate, we need to fold back the two elementary tensor back to obtain the following expression: (1/256 * 1/4x
1/64) % tensor 3 (Ai.LValelseif i=2 then LH c4 else LH b4). Thereupon, we unfold it to: (1/65536) %
(A y.(tensor 2 (A i.if i=1 then LV al else LH c4) y(1)) * (tensor 1 (A i.LH b4) y(2))). Next, we apply the
CNOT gate and obtain the following expression: (1/65536 * 1/4) % (A y.(tensor 2 (A 1i.if i=1 then LV a2 else
LV c5) y(1)) = (tensor 1 (A i. LH b4) y(2))). Finally, we fold back the elementary tensors, unfold the obtained ten-
sor, and apply the last CNOT gate. After applying all gates transformations, we obtain the final expression given
in the RHS of Theorem 7.1.

Theorem 7.1 (Hamming Function Size 3)
F HAM3(a0, b0, c0, a2, b5, c6, ten, LH, LV, m_proj) —
tensor 3 (Ai. if i=1 then LV a0 elseif i=2 then LH b0 else LH c0) =

W}me % tensor 3 (Ai. if i=1 then LV a2 elseif i=2 then LV c6 else LV bb)

The process of verifying the Hamming function of size 3 was not easy, involving more than 10 lemmas to prove. In
addition, the proof of Theorem 7.1 required more than 300 lines of HOL Light proof script. Based on this result,
the proof of circuits that involve dozens of gates may involve thousands lines of HOL Light proof script, which
is very tedious even for an expert in HOL Light. Hence, providing automation is necessary for our framework to
be used in the analysis of quantum circuits. In the next section, we describe a proof strategy that fully automates
the analysis process.

7.2. The engineering of the proof strategy

The proposed proof strategy (third block of the framework given in Fig. 2) takes a quantum circuit netlist and its
inputs and builds tactics that automate the analysis proof in HOL Light. The core of the procedure is an Ocaml
function matrix_procedure that extracts a matrix description from a textual quantum circuit netlist description
that contains information about the circuit gates, their inputs/outputs and their orders. The information con-
tained in this matrix are crucial to perform the three steps explained earlier. This function searches in the circuit
description for two pieces of information: 1) if two gates are sequential and which one is first applied to the circuit
input; and 2) if two gates are parallel what is their inputs order within the circuit input vector. Knowing this
information helps in unfolding the input tensor product to elementary tensors for each particular gate.

Then a second Ocaml function quantum_tac takes this matrix and generates the required folding/unfolding
lemmas and tactics. This function takes the extracted matrix to provide the proof steps, subgoals and lemmas to
automatically prove the required theorems for the underlying circuit. It utilizes a combination of tactics that are
set up for each particular gate of the library.’

7 The proof strategy and the associated tactics and lemmas are available in tactics_1.ml and tactics_2.ml of [BM19].
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Table 2. Tensor product folding/unfolding lemmas

lemmal: tensor m + nmode =
(L y. (tensor mmode) y * (tensor n (A i. mode(i+m))) (A i. y(i+m)))
lemmaZ2: (if i <k1 Ak2 < ithen (if i=k then xi else---if i=k2 then xyo

else---if i=k1 then xx; else---else x,) elsey) =
(if 1 < k1 Ak2 < i then (if i=k2 then xx, else---else xx1) else y)

lemma3: VijkeN. (i+j=k) o (if (j <k)then (i=k-j) else FALSE)
lemma4: tensor mmode = tensorm (A i.if i <mA 1 < ithenmode(i)elsey)
lemma5: (f1x9)# - * ((ax Yo £x) xx) * - - * (£5 Xp) =

ag * ((£1 xq) - % (£ X)) % - -+ = (£ Xp))
lemma6: (Ly. ((tensor mmodel) y) * (tensor nmode2) (A i.y(i +m))) =

tensor (m+n) (Ai.if i < mthenmodel(i)else mode2(i))
lemma7: (ifi <mA1<ithen(if i <k then (if i=1 then x; else---else xyx)

else (if i=1 then xx+1 else---else xy)) elsey) =
(if i <mA1<ithen (if i=1 thenx; else---else x,) elsey)

For example, consider the quantum circuit given in Fig. 14. It is a quantum full adder composed of two SWAP
gates, three CNOT gates and one Fredkin gate. Using matrix_procedure, we extract the following matrix:

0 CNOT2 2 a0 a1 b0 bl [2 CNOT2 2 a2 a3 b2 b3
1 CNOT2 2 b1 b2 c1 c2
[0 SWAP 2 b0 c1 c0 d1 | [2 SWAP 2 c2 b3 d2 c3 |

[0 FREDKIN1 3 cO d1 d2 €0 el e2]

In the matrix, the first row contains the description of the gates that are applied in parallel to the circuit inputs. The
subsequent rows describe, in order, the subsequent gates applied to previous gates outputs. Each element of the
matrix contains the order of the gate (i.c., order of the gate inputs with regard to the circuit inputs, e.g., | means
that the gate input starts from the second element of the circuit input), its type, number of inputs, and the list of
inputs and outputs. To illustrate the task of the second Ocaml function and the flow of the proofs and the lemmas
involved, consider a n-qubits circuit that contains a m-qubits gate (m < n), where the general form of the circuit
input is: tensor n (Ai. if i=1 then x; else...else x,). Two of the most important properties of the tensor
product are the ability to write tensor as tensor of tensor (lemmal and lemma6 in Table 2). Then the first step in the
proof'is to rewrite the main tensor product (circuit input) using lemmal , lemmaZ2, lemma3 and lemma4 in the form:

(Ly. (tensor k1 (Ai.if i=1 thenx; else---else X))y *
(tensorm (A i.1if i=1 then xyi4+1 else---else Xyi+y)) (A 1. y(i + k1)) *
(tensor k2 (A i. if i=1 then Xyj4p+1 €lse - -else x,)) (A 1. y(i + k1 +m))

where n = k1 + m + k2. After rewriting each elementary tensor as in the above equation, we replace the term
tensorm (A i.if i=1 then Xyxi+; else- - - else xyq+y) With its transformation under the m-qubit gate, which is
a% tensorm (A i.if i=1 then zy1+4 else---else zyi4+y). Thus the circuit input becomes:

(Ly. (tensor k1 (Ai.if i=1 thenx; else---else xy1)) y *
(a% tensorm (A i.if i=1 then zy 41 else---else zx14y)) (A 1. y(1 + k1)) *
(tensor k2 (A i. if i=1 then Xyj4p+1 €lse---else x,)) (A 1. y(i + k1 +m))

The last step consists of folding back the tensor product by using lemma4, lemmal, lemma6, and lemma7 of
Table 2. Thereafter, the circuit input will become in the form:

a% tensorn (A i.if i=1 then x; else---if i=k1l + 1 then zy1+1 else---
if i=k1l+m+ 1 then Xyi+p+1 €lse---else xy)

We repeat the same procedure to all circuit gates transformation over the input until reaching the final value of
the circuit output. Notice that this proof procedure can be applied to any quantum circuit that is constructed
based on the formalized gates library.

For the quantum adder circuit, the input is in the form: tensor 4 mode. The second Ocaml function takes the
circuit matrix. In the first row of the matrix we have two parallel gates, thus, we should unfold the input tensor to
two elementary tensors: tensor 2 model and tensor 2 mode2 and apply the two CNOT gates to the two tensors
as shown in Fig. 15. Then, we fold back to the main tensor.
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[tensor 4 (M. if i=1 then x; elseif i=2 then x, elseif i =3 then x3 else X4)]<7

Tensor product unfolding

(Ay. (tensor 2 (Mi. if i=1 then x; else x)) y*
(tensor 2 (M\i. if i=1 then x3 else x4))(Ai. y(i +2)))

Application of the two first CNOT gates

(Ay. & % (tensor 2 (M. if i=1 then z; else z,)) yx
2 % (tensor 2 (M. if i=1 then z; else z))(Ai. y(i +2)))

Folding of the tensor product

[% % tensor 4 (Ai. if i=1 then z; elseif i=2 then z, elseif i =3 then z3 else 24)]7

Fig. 15. Tensor product unfolding

Consequently, in the second row we have one gate, however, this gate order is in the middle of the main tensor.
Therefore, we should unfold the main tensor to three elementary tensors: tensor 1 model, tensor 2 mode2 and
tensor 1 mode3 and apply the CNOT gate to the elementary tensor tensor 2 mode2. Then, we fold back to the
main tensor. Subsequently, we repeat the same procedures for the remaining two rows of the matrix until all gates
are applied and the final tensor product is obtained and thus the circuit output.

7.3. Handling hierarchical verification

To help make the proposed framework generic, we designed the proof strategy such that if a theorem about a new
circuit behavior was proven, it is possible to embed the circuit behavior to the gates library for later use. Thus, if
copies of this circuit are embedded as part of a larger circuit, then the proven theorem can be used for the proof
of the behavior of the larger circuit. To this aim, we developed a procedure that takes the proved theorems about
a circuit’s behavior and adds them to the existing theorems about the behavior of the gates in the library. So, in
this case the procedure will treat the circuit as a gate and use its theorems for the proof of the behavior of any
larger circuit that contains the underlying circuit.

This will help in improving the scalability of our approach. In particular, instead of doing the proof of a
circuit from scratch we can reuse the proved lemmas and save significant amounts of time in the proof process.
For example, consider the 3-bit Ripple Adder. The circuit is composed of three full adders (FA) and four SWAP
gates to move the carry to the correct position, as shown in Fig. 16a. However, if our framework does not offer
the possibility to reuse the theorems of full adder, we will be forced to express the circuit of 3-bit Ripple Adder
in terms of the primitive gates described in Sect. 6, as shown in Fig. 16b.

In Table 3, we provide the result of the analysis of the two types of 3-bit Ripple Adder. It is clear that the full
adder module had a major effect on our speed. In contrast to the existing work such as in [NWD14] which uses a
fixed set of quantum gates such as the Clifford group for quantum circuits synthesis and optimization, our work
is flexible in terms of the set of quantum gates and it is possible to add gates in order to have more optimized
designs or to speedup the analysis.

8. Experimental results

We have analysed several quantum benchmarks circuits taken from the online library of reversible and quantum
circuits at [RevLib]. The provided circuits do not meet the adjacency criteria in quantum computing.
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Table 3. 3-bit ripple adder analysis

Ripple adder circuit type Number of qubits Number of elements Proof time (in seconds)
Hierarchical 10 7 1506.9
Flat 10 22 4551.17
a3 33 >
b b C
=2 C 3 3
0 FA 3 =
ar— | s ¢ -
by| [} 3 2, S3
0 FA L bz C)
A
by cq L2 0 ——>
a S2
Co FA L, 1
0 —>S1 b1 &I—v
CO —>
swap: | o 5
(a) Hierarchical (b) Flat

function of size 3 circuit given in Fig. 17:

Fig. 16. 3-bit ripple adder

This criterion is supported experimentally and theoretically [BBC*95]. For example, consider the Hamming

In this circuit, the fourth gate (with dashed line) is applied to two inputs that are not adjacent (Fig. 17a). In
order to meet the adjacency principle, we added a SWAP gate before the fourth gate as shown in Fig. 17b. Following
this rule, we added SWAP gates to all quantum circuits taken from [RevLib] to move the qubits to be adjacent
to each other when they are applied to the same gate. The set of benchmarks circuits that were analyzed are:

gf23mult is to find the product of two elements of a field GF(23), a = ap + a;x + a,x? and b = by + by x +byx?
with the output, ab = ¢ = ¢ + c1x + cox? written on the last 3 qubits.

2-to-4 decoder that has 3 inputs and 4 outputs. If the enable qubit is zero, all outputs will be set to zero. If the
enable qubit is one, then one of the four outputs that is selected based on the values of remaining two input
qubits will be set to one.

hwb4 is the hidden weighted bit function with four inputs/outputs. Its output equals its input shifted left by
the number of positions equal to the number of 1 in the input pattern.

ham3 is the size 3 Hamming optimal coding function.

mod5 is Grover’s oracle, which has 4 inputs and 1 output. Its output is 1 if and only if the binary number
represented by its input is divisible by 5.

6sym has 6 inputs and 1 output. Its output is 1 if, and only if, the number of 1 in the input pattern is 2, 3 or 4.
nth_prime3_inc is used to find primes with up to 3 binary digits.

a . a a ! i a

b E b b i i c

c : c c i__ — _: b
(a) Without SWAP Gate (b) With SWAP Gate

Fig. 17. Hamming function of size 3
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Table 4. Formalized quantum circuits

Circuit’s name Number of Number of Total number Success probability Proof time (in seconds)

qubits gates without of gates

SWAP

nth_prime3_inc 3 4 6 5.9 %1078 18.71
ham3 3 5 6 9.5% 1077 22
hwb4 4 12 22 1.2%1072° 277.81
Shor’s algorithm 4 8 8 3.1%1072 60
full adder 4 4 6 3.7%107° 38.32
mod5 (Grover’s oracle) 5 8 18 2%10728 273.83
2-4 dec 6 3 8 8.6 % 1071° 132.21
ef23mult 9 11 61 1.7 %+ 107108 13634.25
6sym 10 20 61 1.7 % 107102 20679.37
S-qubits adder 16 30 66 7.49 % 107% 33523.31

The result of the formal analysis of these circuits is given in Table 4.8 The second column provides the number
of gates in each circuit before adding the SWAP gate, and the third column provides the total number of gates.
The case studies that were examined demonstrate that our proof strategy significantly improve on the degree of
automation. Instead of using thousands of lines of HOL tactics to conduct the proof, we were able to achieve
it automatically using the developed proof strategy. We believe that without the proposed proof strategy, we will
not be able to formally analyze large circuits such as 6sym and gf23mult that contain 61 gates.

From Table 4, it can be noticed that the proof time for the last two circuits increases dramatically and this is
due to the larger size of the circuits which effects the frequency of tensor unfolding and folding. The efficient way
to solve these kinds of issues is to employ the same techniques used for 3-bit Ripple Adder. The results presented
in Table 4 show the efficiency of the implemented proof strategies.

A comparison of the number of 2-qubit gates required for Toffoli gate in our approach and the approaches
in [NWD14, SBMO06] shows that we achieved a more efficient design with two 2-qubit gates less. Note that this
efficiency is a direct consequence of the low level modeling of the gates. On the other hand, it was not possible
to carry out an accurate comparison of our work and existing CAD approaches based on the run-time given in
Table 4 because all related approaches are developed for the behavioral level, whereas our proposed approach is
interested in the physical level.

Nevertheless, we tried to make a rough comparison by developing Tables 5 and 6. In the second column of
Table 5, we show the number of optical models, which analogs to the number of logical quantum bits metric in
the behavioral approaches, used in each circuit of Table 4. In the third column of Table 5, we provide the number
of 2-qubit gates (CZ or CNOT) that compose the circuits shown in Table 4. Table 5 shows the scalability of
our approach to model and verify quantum circuit with around 200 2-qubit gates. In Table 6, we compare our
approach in term of scalability with four recent CAD tools in the area of quantum computing. Note that the four
tools are designed for analysis of quantum circuits at the behavioral level and our approach starts the analysis
from the physical level going up to the behavioral level. Therefore, in the second column of Table 6 we provide
the number of optical modes instead of the number of qubits for our approach. For the two techniques from
[KAF*17] and [HSS*16], we could not find an accurate estimation for the maximum number of 2-qubit gates.
It is important to note that the simulation in [WS14] took more than 30 days. On the other hand, the remaining
tools provide very good runtime compared to our approach and this is due to the high level implementation and
runtime-efficient programming languages that were used to build these tools. For instance, the tool in [ZW17]
was implemented using C++. However, to formalize the mathematical logic necessary for reasoning about the
low level implementation of quantum circuit (such as tensor product, infinite dimension Hilbert space, and all the
related theorems in Sect. 5) we need a High-Order Logic theorem prover that does support a mature mathematical
foundation which are not possible with programming languages such as C and C++. The matter of the slow down
caused by HOL Light inference is conventional with interactive theorem prover. For example in [Har95] it was
shown that inference causes a slow down of a factor of 50 over a direct Standard ML implementation for Binary
Decision Diagrams (much more slower compared to C and C++).

In the following, we detail the analysis of Shor’s algorithm, the full adder, and the boson-sampling circuit
(the details about the other benchmark circuits can be found at [BM19]).

8 Theorems proved about these circuits are available in the APPLICATIONS.ml of [BM19].
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Table 5. Quantum circuits at the optical implementation level

Circuit’s name Number of optical modes Number of 2-qubit gates
nth_prime3_inc 54 12

ham3 46 10

hwb4 200 48

Shor’s algorithm 4 8

full adder 62 14

mod5 (Grover’s oracle) 170 46

2-4 dec 132 30

gf23mult 734 190

6sym 696 169

5-qubit adder 652 158

Table 6. Comparison between several CAD tools and our approach

Approach’s name Max number of optical modes or qubits Max number of 2-qubit gates
qHiPSTER (Intel, from [SSA16]) 40 820

LIQUi| ) (Microsoft, from [WS14]) 31 18200

QX (from [KAF*17]) 34 -

Quantum emulator (from [HSS*16]) 36 -

Quantum simulator (from [ZW17]) 100 100

Our approach 734 190

8.1. Shor’s algorithm

Shor’s integer factorization [Shor97] is a quantum algorithm which can break cryptographic codes that are widely
employed in monetary transactions on the Internet [BV97]. The algorithm is capable of computing the two primes
factor of a given integer number much faster than classical algorithms can do. Our objective here is to show the
formal modeling and verification of a compiled version (i.e., a designed version to find the prime factors of a
specific input) of Shor’s factoring for the number 15 [PMO09] using the previously presented formalization. The
task of the underlying circuit is to find the minimum integer r that satisfies a” mode N = 1, where N = 15and a
is a randomly chosen co-prime integer to NV, in our case a = 2. r is called the order of @ modulo N, from which
we compute the desired prime factors; (a2 — 1) and (aZ + 1).

The circuit is composed of six Hadamard and two CZ gates, as shown in Fig. 18, and it has four inputs/outputs.
The inputs are initialized to the state | ¥),, = 10,0,1,0),fi72,0. From the computed output, | ¥),,; =
[ oo D1717242> We extract the variable z = | ., ., 0)33, then we obtain r = a* mod 15. Accordingly, we
formally define the circuit structure in HOL as follows:

Definition 8.1 (Shor’s Circuit)

F shor((x1: sm), x2, f1, £2, 1, 2, 1, ¥2, ten, LH, LV, m_proj) &= (3 a2 b2 al a3 a4 b3.
CZ_GATE(al, a2, ¥1, b2, ten, LH, LV, m_proj) A CZ_GATE(a3, a4, b3, ¥2, ten, LH, LV, m_proj) A
HADAMARD_GATE(f1, a2, ten, LH, LV) A HADAMARD_GATE(f2, a3, ten, LH,LV) A
HADAMARD_GATE(x2, a4, ten, LH, LV) A HADAMARD_GATE(b2, £1, ten, LH, LV) A
HADAMARD_GATE(x1, a1, ten, LH, LV) A HADAMARD_GATE(b3, £2, ten, LH, LV))

From this definition, we formally verify the operation of the circuit as follows:

Theorem 8.1 (Shor’s Factoring of 15)
= let ]0,0,1,0)¢101¢000 = tensor 4 (Li. if i =1 then LH f1 elseif i =2
then LH x1 elseif i =3 then LV f2 else LH x2) in
let |0,0,0,1)¢y515050 = tensor 4 (Ai. if i =1 then LH f1 elseif i =2 then LH %1
elseif i =3 then LH f2 else LV %2) in
let |0,0,1,0)¢1413030 = tensor 4 (Ai. if i =1 then LH f1 elseif i =2 then LH %1
elseif i =3 then LV f2 else LH %2) in
let |1,1,0, 1)¢141030 = tensor 4 (Ai. if i =1 then LV f1 elseif i =2 then LV %1
elseif i =3 then LH f2 else LV %2) in
let |1,1,1,0)41415040 = tensor 4 (Li. if i =1 then LH f1 elseif i =2 then LH ¥1
elseif i =3 then LV f2 else LH %2) in
shor(x1, x2, f1, £2, 1, £2, ®1, ¥2, ten, LH, LV, m_proj) =

|0,0,1, O>f1x1f2x2 = é %o (| 1,1,1, 0>f15a1f25e2 +11,1,0, 1>f1s&1f23&2 +10,0,1, O>f1sa1f25e2 +10,0,0, 1>f1s&1f25&2)
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x1 H al X1 R

f1 a2 b2 f1
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H H =

x2 . a4 K2

Fig. 18. Shor’s factorization of number 15 circuit

Here, the circuit produces two categories of solutions: 1) | 000) or | 100), which are an expected failure of the algo-
rithm; and 2) | 010) or | 110) = z = 2 or z = 6 which give = 4 from which we obtain the 5 and 3 prime numbers.

8.2. Full adder

We consider a quantum full adder design inspired from [BTS*02], to which we have added two swap gates to
exchange the qubits before feeding them to the Fredkin gate. The circuit has four inputs; the two operands, the
carry, and an extra input which is initialized to the state | 0). We formally define the structure of the quantum
full adder as follows:

Definition 8.2 (Full Adder Circuit)

}_

FULL_ADDER((a0 : sm), al, a2, a3, €0, el, €2, €3, ten, LH, LV, m_proj) <= (3 b0 bl b2 b3 cO cl c2 d1 d2.
CNOT2(a0, al, b0, b1, ten, LH, LV, m_proj) A FREDKIN1(cO, d1, d2, €0, el, €2, ten, LH, LV, m_proj) A
CNOT2(a2, a3, b2, b3, ten, LH, LV, m_proj) A CNOT2(b1, b2, c1, c2, ten, LH, LV, m_proj) A
SWAP(bO, c1, c0, d1, ten, LH, LV, m_proj) A SWAP(c2, b3, d2, e3, ten, LH, LV, m_proj))

Based on this definition, we formally verify the functionality of the quantum full adder in the general case where
the two input values are added: | z) = z1]0),, + 22| 1), and | y) = y1|0), + y2]1),,, and the carry:
| Z> =zl | 0>a3 + Z2| 1>a3‘

Theorem 8.2 (Full Adder)
F let input = tensor 4 (Ai. if i=1 then (x1%LH al + x2%LV al) elseif i=2 then
(y1%LH a2+ y2%LV a2) elseif i=3 then (z1%LH a3+ z2%LV a3) else LH a4) in

let outputl = tensor 4 (Ai. if i=1 then LH bl elseif i=2 then LH b2
elseif i=3 then LH b3 else LH b4) in

let output2 = tensor 4 (Ai. if i=1 then LV bl elseif i=2 then LH b2
elseif i=3 then LH b3 else LV b4) in

let output3 = tensor 4 (Ai. if i=1 then LV bl elseif i=2 then LH b2
elseif i=3 then LV b3 else LV b4) in

let outputd4 = tensor 4 (Ai. if i=1 then LH bl elseif i=2 then LV b2
elseif i=3 then LH b3 else LH b4) in

let outputb = tensor 4 (Ai. if i=1 then LH bl elseif i=2 then LH b2
elseif i=3 then LV b3 else LV b4) in

let output6 = tensor 4 (Ai. if i=1 then LV bl elseif i=2 then LV b2
elseif i=3 then LH b3 else LH b4) in

let output7 = tensor 4 (Ai. if i=1 then LV bl elseif i=2 then LV b2
elseif i=3 then LV b3 else LH b4) in

let output8 = tensor 4 (Ai. if i=1 then LH bl elseif i=2 then LV b2
elseif i=3 then LV b3 else LV b4) in

FULL_ADDER(al, a2, a3, a4, b1, b2, b3, b4, ten, LH, LV, m_proj) —

input = ((1—16)7) % ((z1 *x1xyl) % outputl + (z1 *x1*xy2) % output2 +

(z1 *x2xy1) % output3d+ (z1 *x2*y2) % outputd + (22 *x1*yl) % outputs +
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(z2 % x1 xy2) % outputb + (22 *x2*yl) % output? + (z2 * x2 * y2) % outputd)

Here we have eight possible cases in the outputs of the adder, as the combinations of the three inputs gives eight
possibilities. Notice that the success probability of the quantum full adder is very low: (1—16)7. This completes the
formal analysis of the quantum full adder. It is important to notice that using the bi-linearity of tensor product
and the linearity of projection (Theorems 5.1 and 5.2 respectively) our approach can prove any generic input, such
as the case above for the full adder circuit, because any generic input is a composition of a set of specific inputs.

8.3. Boson-sampling circuit

One of the most interesting benefits of beam splitters is to combine them with mirrors that reflect incident photon
to realize multiphoton interferometer. Which are used in [WHL* 17] to build quantum boson-sampling circuit. The
5-photon boson-sampling circuit is constructed using 9-mode interferometer circuit. Using our formalized library
of quantum optics and developed HOL tactics, we verified several instances of the quantum boson-sampling
circuits which are built using several interferometer circuits including 4-mode, 5-mode, and 6-mode interferometer
circuits. For the sake of space, we only include here the formalization of 4-mode interferometer circuit since the
remaining circuits are much bigger in term of size. The formalization of the remaining circuits are available at
[BM19]. In Fig. 19, we show the optical circuit of 4-mode interferometer circuit composed of four mirrors and six
beam splitters. The circuit has four inputs and four outputs. In below, we give the circuit formalization in HOL:

Definition 8.3 (4-mode interferometer Circuit)

I Boson_four_Circuit((a: sm"), e, ten) &= (3 b c d. mirror(ten, a(1),1,b(1),1) A
mirror(ten, b(2), 1, c(2), 1) Amirror(ten, c(3), 1,d(3), 1) Amirror(ten, d(4), 1, e(4),1) A
is_beam splitter(—0.9 xii, 0.1, —0.42, 0.58 * ii, ten, d(3), 1, c(4), 2, d(4), 1, e(3), 2)
is_beam splitter(—0.9 xii, 0.1, —0.42, 0.58 % ii, ten, c(2), 1, b(3), 2, c(3), 1, d(2), 2)
is_beam splitter(—0.9 % ii, 0.1, —0.42,0.58 x ii, ten, d(2), 2, b(4), 3, c(4), 2, e(2), 3)
is_beam splitter(—0.9 xii, 0.1, —0.42,0.58 * ii, ten, b(1), 1, a(2), 2, b(2), 1, c(1), 2)
is_beam splitter(—0.9 %1ii, 0.1, —0.42,0.568 = ii, ten, c(1), 2, a(3), 3, b(3), 2, d(1), 3)
is_beam splitter(—0.9 xii, 0.1, —0.42, 0.58 % ii, ten, d(1), 3, a(4), 4, b(4), 3, e(1), 4))

>>>> >

Using the above HOL definition of the circuit, we verify the 4-mode interferometer circuit for the input | 0110)
where we have two photons in modes 2 and 3:

Theorem 8.3 (4-mode Interferometer Circuit: Input | 0110))
- let input = tensor 4 (Ai. if i=2 then fock a(2) 1 elseif i=3 then fock a(3) 1
else vac a(4)) in

let outputl = tensor 4 (Ai. if i=2 then fock e(3) 1 elseif i=3 then fock e(2) 1
else vac e(4)) in

let output2 = tensor 4 (Ai. if i

4 then /2 % fock e(1) 2 else vac e(4))

let output3 = tensor 4 (Ai. if i=1 then fock e(4) 1 elseif i=2 then fock e(3) 1
else vac e(4)) in

let output4 = tensor 4 (Ai. if i=3 then fock e(2) 1 elseif i=4 then fock e(1) 1
else vac e(4)) in

let outputb = tensor 4 (Ai. if i=1 then fock e(4) 1 elseif i=3 then fock e(2) 1
else vac e(4)) in

let output6 = tensor 4 (Li. if i=3 then /2 % fock e(2) 2 else vac e(4))

let output7 = tensor 4 (Ai. if i=2 then fock e(3) 1 elseif i=4 then fock e(1) 1

else vac e(4)) in

let output8 = tensor 4 (Ai. if i=1 then fock e(4) 1 elseif i=4 then fock e(1) 1

else vac e(4)) in
let output9 = tensor 4 (Li. if i=1 then /2 % fock e(4) 2 else vac e(4))
let outputlO = tensor 4 (Ai. if i=2 then +/2 % fock e(3) 2 else vac e(4))

Boson _four_Circuit(a, e, ten) = input = —0.004% outputl — 0.0003 % output2 —
0.17 % output3 — 0.005 % output4 + 0.15 % outputs — 0.016 % output6 —
0.002 % output7 +0.03 % output8+ 0.2 % output9 +0.015 % outputlO
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Fig. 19. Interferometer circuit: 4 optical modes

e(3)

Notice that the probability weights for the outputs output3, outputb, output9 are at least 5 times bigger
than the probability weights for the remaining outputs and are more than 30 times bigger than the probability
weights of outputl, output2, output4, output7.Thus, we may assume that the prospects of getting the outputs
outputl, output2, output4, output? are negligible compared to the outputs output3, outputb, output9.

8.4. Success probability

Interesting insights that can be concluded from Table 4 are the very small success probabilities for most of the
verified quantum circuits. These values show that it is near impossible to obtain the correct outputs from these
circuits. These insights show the merit of our work in proving whether a quantum circuit is feasible or not.
The empirical results in Table 4 validate the case that linear optics based quantum circuits have small success
probabilities. Possible means to improve the success probabilities are to use teleportation, squeezed states and to
combine linear optics with non-linear optics in building efficient quantum circuits.

Since a quantum circuit success probability decreases exponentially with the number of gates. As a conse-
quence, in order to improve the success probability of a given circuit, it is preferred to investigate whether it is
possible to build the circuit directly using optical elements instead of quantum gates. For example, in the case
of 6-mode interferometer circuit which has 16 beam splitters and 6 mirrors we get an output with a probabil-
ity around 0.2 which would not be feasible if the circuits was built a 2-qubit gate. If it is not possible to build
a quantum circuit directly using optical elements, we try to avoid using quantum gates that have small success
probability which include all 3-qubit gates and some 2-qubit gates such as the SWAP gate. For example, the circuit
of 5-qubit adder has 66 gates and has a success probability that is more than 10° times the success probability of
6sym which contains 61 gates.

9. Conclusion and discussion

In this paper, we presented a framework for the modeling and the automated verification of optical quantum
circuits based on the HOL Light theorem prover. In particular, we formalized a rich mathematical foundation
that we utilized to build a rich optical quantum gates library and develop a proof automation strategy. In order to
demonstrate the usability of the presented framework, we modeled and analyzed a set of well-known benchmark
quantum circuits. We have applied our approach to verify the behavior of the boson-sampling circuit described in
[WHL*17].° The analysis results proved the maturity of the approach and its capability to help in the advancement
of CAD tools usage in the quantum domain. The low level modeling of the quantum gates provides a crucial path
to perform an effective optimization of quantum circuits, as the case of the Toffoli gate reported in this paper. One
of the main features in the proposed approach is the capability to extract a quantum circuit success probability. To
the best of our knowledge, the success probabilities of the analyzed benchmark circuits have not been investigated
in existing literature. We can notice that all the success probabilities given in Table 4 are very low. This is due to the
fact that the basic building blocks of these circuits are 2-qubit gates, which are probabilistic in nature. In contrast,

9 The authors would like to thank Reviewer 1 for the suggestion on verifying the multiphoton boson sampling circuit.
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existing CAD approaches do not consider quantum gates success probabilities which are crucial information
about these gates. Moreover, the success probability is considered as an optimization parameter when it comes
to choosing the effective design and employing error correction techniques.

The proposed approach provides a vital tool to model and automatically verify quantum circuits composed of
hundreds of optical modes and hundreds of 2-qubit gates. Currently, we are investigating other means to improve
the running time, which increases considerably when the numbers of qubits and gates increase. This is due to
the low level analysis we are conducting, in which we use the explicit mathematical modeling of tensor product,
where we need to unfold and fold the tensor product in order to apply the quantum gates transformations over
the inputs. The proof time consumed by the unfolding and folding of a tensor product increases significantly
when the size of the tensor product grows. Similarly, the number of times we do the unfolding and folding is
proportional to the number of gates in the circuit. Furthermore, as we can notice from the previous theorems
(e.g., Theorems 8.1 and 8.2), the underlying quantum circuits gates are listed in the assumptions of theorems for
these circuits’ behaviors. Therefore, if the number of gates increases this means the list of assumptions will expand
which delays the HOL tactics application over the goals. To tackle these issues we succeeded in improving the
proof time for the unfolding and folding lemmas. Additionally, we embedded a procedure to ease the proof for a
complex quantum circuit by dividing it to several sub-circuits. Then, conducting the proofs for each sub-circuit to
produce lemmas and using these lemmas for the original circuits proof. For example, we implemented specialized
tactics instead of some generic HOL Light tactics such as ARITH_TAC in order to prove tensor product’s folding
and unfolding lemmas that improved runtime by 30%.!°

The merit our approach provides is that it can help in building new quantum circuits designs that can either
outperform existing designs or perform new functionalities in a more efficient fashion in terms of success proba-
bility. On the other hand, the success probabilities provided in Table 4 help in giving a valuable assessment on how
far we are from reaching an efficient real world quantum computer. To summarize, compared to existing related
work, the presented approach is comprehensive (i.e., rich quantum gates library), expressive (i.e., the analysis
is done at the quantum physics level), and can be considered as complementary to existing quantum circuits
modeling, synthesis and optimization approaches.

The framework described in this paper can be expanded to cover the formal synthesis of security protocols
to quantum circuits, and also the optimization of these circuits. An immediate future plan is to investigate the
existing CAD work for optimizing the number of SWAP gates added to a quantum circuit and to develop a
HOL Light procedure. Moreover, the work presented here opens the doors to consider the formalization of some
other methods such as quantum error correction for improving the success probabilities. We believe that our
approach can be as well extended to check if given two well-formed quantum programs that were proven to be
equivalent using Qwire [RPZ17b] or Hoare logic [Yinl1]. Then, the two generated quantum circuits from the
two programs are also equivalent. This helps when looking for a program such that the corresponding quantum
circuit is optimum in term of success probability. Also, formally linking our work to these two works allows to see
whether given an optimum quantum circuit is it possible to prove certain properties of the underlying program
from which the circuit is generated.

We formalized the concepts of quantum optics over a general formalization of quantum mechanics rules that is
currently part of the HOL Light repository. Furthermore, the presented framework and proof strategy are generic
and not specific to quantum optics. Hence, our framework is directly applicable for formalizing other quantum
computer realization technologies such as coherent states, squeezed states, quantum ion traps, and cavity quan-
tum electrodynamic. In fact, the formalization of flip gate using coherent light was addressed in [MAT14]. The
logical quantum bits | 1); and | 0) ; were realized using the coherent state and the vacuum state, respectively. The
definition of coherent state required the formalization of the infinite summation over complex-valued functions
which was done using the same functional spaces library we are using in the current work [MAT14]. Similarly,
the same approach applies to the formalization of quantum ion traps which necessitates the formalization of the
ground and excited states to describe Fock states and the formalization of the transformation of energy transition
of ions between different electronic levels using physical elements such as laser pulses. However, such formaliza-
tions are not straightforward, due to the need to formalize the physical elements and the qubits representations
in these technologies.

10" The authors would like to thank John Harrison for helpful suggestions in implementing these tactics.
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